堆和栈的区别  
一、预备知识—程序的内存分配  
一个由c/C++编译的程序占用的内存分为以下几个部分  
1、栈区（stack）— 由编译器自动分配释放 ，存放函数的参数值，局部变量的值等。其操作方式类似于数据结构中的栈。  
2、堆区（heap） — 一般由程序员分配释放， 若程序员不释放，程序结束时可能由OS回收 。注意它与数据结构中的堆是两回事，分配方式倒是类似于链表，呵呵。  
3、全局区（静态区）（static）—，全局变量和静态变量的存储是放在一块的，初始化的全局变量和静态变量在一块区域， 未初始化的全局变量和未初始化的静态变量在相邻的另一块区域。 - 程序结束后有系统释放   
4、文字常量区—常量字符串就是放在这里的。 程序结束后由系统释放  
5、程序代码区—存放函数体的二进制代码。  
二、例子程序   
这是一个前辈写的，非常详细   
//main.cpp   
int a = 0; 全局初始化区   
char \*p1; 全局未初始化区   
main()   
{   
int b; 栈   
char s[] = "abc"; 栈   
char \*p2; 栈   
char \*p3 = "123456"; 123456\0在常量区，p3在栈上。   
static int c =0； 全局（静态）初始化区   
p1 = (char \*)malloc(10);   
p2 = (char \*)malloc(20);   
分配得来得10和20字节的区域就在堆区。   
strcpy(p1, "123456"); 123456\0放在常量区，编译器可能会将它与p3所指向的"123456"优化成一个地方。   
}

二、堆和栈的理论知识   
2.1申请方式   
stack:   
由系统自动分配。 例如，声明在函数中一个局部变量 int b; 系统自动在栈中为b开辟空间   
heap:   
需要程序员自己申请，并指明大小，在c中malloc函数   
如p1 = (char \*)malloc(10);   
在C++中用new运算符   
如p2 = (char \*)malloc(10);   
但是注意p1、p2本身是在栈中的。

2.2   
申请后系统的响应   
栈：只要栈的剩余空间大于所申请空间，系统将为程序提供内存，否则将报异常提示栈溢出。   
堆：首先应该知道操作系统有一个记录空闲内存地址的链表，当系统收到程序的申请时，   
会遍历该链表，寻找第一个空间大于所申请空间的堆结点，然后将该结点从空闲结点链表中删除，并将该结点的空间分配给程序，另外，对于大多数系统，会在这块内存空间中的首地址处记录本次分配的大小，这样，代码中的delete语句才能正确的释放本内存空间。另外，由于找到的堆结点的大小不一定正好等于申请的大小，系统会自动的将多余的那部分重新放入空闲链表中。

2.3申请大小的限制   
栈：在Windows下,栈是向低地址扩展的数据结构，是一块连续的内存的区域。这句话的意思是栈顶的地址和栈的最大容量是系统预先规定好的，在WINDOWS下，栈的大小是2M（也有的说是1M，总之是一个编译时就确定的常数），如果申请的空间超过栈的剩余空间时，将提示overflow。因此，能从栈获得的空间较小。   
堆：堆是向高地址扩展的数据结构，是不连续的内存区域。这是由于系统是用链表来存储的空闲内存地址的，自然是不连续的，而链表的遍历方向是由低地址向高地址。堆的大小受限于计算机系统中有效的虚拟内存。由此可见，堆获得的空间比较灵活，也比较大。

2.4申请效率的比较：   
栈由系统自动分配，速度较快。但程序员是无法控制的。   
堆是由new分配的内存，一般速度比较慢，而且容易产生内存碎片,不过用起来最方便.   
另外，在WINDOWS下，最好的方式是用VirtualAlloc分配内存，他不是在堆，也不是在栈是直接在进程的地址空间中保留一快内存，虽然用起来最不方便。但是速度快，也最灵活。

2.5堆和栈中的存储内容   
栈： 在函数调用时，第一个进栈的是主函数中后的下一条指令（函数调用语句的下一条可执行语句）的地址，然后是函数的各个参数，在大多数的C编译器中，参数是由右往左入栈的，然后是函数中的局部变量。注意静态变量是不入栈的。   
当本次函数调用结束后，局部变量先出栈，然后是参数，最后栈顶指针指向最开始存的地址，也就是主函数中的下一条指令，程序由该点继续运行。   
堆：一般是在堆的头部用一个字节存放堆的大小。堆中的具体内容有程序员安排。

2.6存取效率的比较

char s1[] = "aaaaaaaaaaaaaaa";   
char \*s2 = "bbbbbbbbbbbbbbbbb";   
aaaaaaaaaaa是在运行时刻赋值的；   
而bbbbbbbbbbb是在编译时就确定的；   
但是，在以后的存取中，在栈上的数组比指针所指向的字符串(例如堆)快。   
比如：   
#include   
void main()   
{   
char a = 1;   
char c[] = "1234567890";   
char \*p ="1234567890";   
a = c[1];   
a = p[1];   
return;   
}   
对应的汇编代码   
10: a = c[1];   
00401067 8A 4D F1 mov cl,byte ptr [ebp-0Fh]   
0040106A 88 4D FC mov byte ptr [ebp-4],cl   
11: a = p[1];   
0040106D 8B 55 EC mov edx,dword ptr [ebp-14h]   
00401070 8A 42 01 mov al,byte ptr [edx+1]   
00401073 88 45 FC mov byte ptr [ebp-4],al   
第一种在读取时直接就把字符串中的元素读到寄存器cl中，而第二种则要先把指针值读到edx中，在根据edx读取字符，显然慢了。

2.7小结：   
堆和栈的区别可以用如下的比喻来看出：   
使用栈就象我们去饭馆里吃饭，只管点菜（发出申请）、付钱、和吃（使用），吃饱了就走，不必理会切菜、洗菜等准备工作和洗碗、刷锅等扫尾工作，他的好处是快捷，但是自由度小。   
使用堆就象是自己动手做喜欢吃的菜肴，比较麻烦，但是比较符合自己的口味，而且自由度大。 
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在阅读本文之前，如果你连堆栈是什么多不知道的话，请先阅读文章后面的基础知识。

接触过编程的人都知道，高级语言都能通过变量名来访问内存中的数据。那么这些变量在内存中是如何存放的呢？程序又是如何使用这些变量的呢？下面就会对此进行深入的讨论。下文中的C语言代码如没有特别声明，默认都使用VC编译的release版。

首先，来了解一下 C 语言的变量是如何在内存分部的。C 语言有全局变量(Global)、本地变量(Local)，静态变量(Static)、寄存器变量(Regeister)。每种变量都有不同的分配方式。先来看下面这段代码：

#include <stdio.h>

int g1=0, g2=0, g3=0;

int main()   
{   
static int s1=0, s2=0, s3=0;   
int v1=0, v2=0, v3=0;

//打印出各个变量的内存地址

printf("0x%08x\n",&v1); //打印各本地变量的内存地址   
printf("0x%08x\n",&v2);   
printf("0x%08x\n\n",&v3);   
printf("0x%08x\n",&g1); //打印各全局变量的内存地址   
printf("0x%08x\n",&g2);   
printf("0x%08x\n\n",&g3);   
printf("0x%08x\n",&s1); //打印各静态变量的内存地址   
printf("0x%08x\n",&s2);   
printf("0x%08x\n\n",&s3);   
return 0;   
}

编译后的执行结果是：

0x0012ff78   
0x0012ff7c   
0x0012ff80

0x004068d0   
0x004068d4   
0x004068d8

0x004068dc   
0x004068e0   
0x004068e4

输出的结果就是变量的内存地址。其中v1,v2,v3是本地变量，g1,g2,g3是全局变量，s1,s2,s3是静态变量。你可以看到这些变量在内存是连续分布的，但是本地变量和全局变量分配的内存地址差了十万八千里，而全局变量和静态变量分配的内存是连续的。这是因为本地变量和全局/静态变量是分配在不同类型的内存区域中的结果。对于一个进程的内存空间而言，可以在逻辑上分成3个部份：代码区，静态数据区和动态数据区。动态数据区一般就是“堆栈”。“栈(stack)”和“堆(heap)”是两种不同的动态数据区，栈是一种线性结构，堆是一种链式结构。进程的每个线程都有私有的“栈”，所以每个线程虽然代码一样，但本地变量的数据都是互不干扰。一个堆栈可以通过“基地址”和“栈顶”地址来描述。全局变量和静态变量分配在静态数据区，本地变量分配在动态数据区，即堆栈中。程序通过堆栈的基地址和偏移量来访问本地变量。

├———————┤低端内存区域   
│ …… │   
├———————┤   
│ 动态数据区 │   
├———————┤   
│ …… │   
├———————┤   
│ 代码区 │   
├———————┤   
│ 静态数据区 │   
├———————┤   
│ …… │   
├———————┤高端内存区域

堆栈是一个先进后出的数据结构，栈顶地址总是小于等于栈的基地址。我们可以先了解一下函数调用的过程，以便对堆栈在程序中的作用有更深入的了解。不同的语言有不同的函数调用规定，这些因素有参数的压入规则和堆栈的平衡。windows API的调用规则和ANSI C的函数调用规则是不一样的，前者由被调函数调整堆栈，后者由调用者调整堆栈。两者通过“\_\_stdcall”和“\_\_cdecl”前缀区分。先看下面这段代码：

#include <stdio.h>

void \_\_stdcall func(int param1,int param2,int param3)   
{   
int var1=param1;   
int var2=param2;   
int var3=param3;   
printf("0x%08x\n",¶m1); //打印出各个变量的内存地址   
printf("0x%08x\n",¶m2);   
printf("0x%08x\n\n",¶m3);   
printf("0x%08x\n",&var1);   
printf("0x%08x\n",&var2);   
printf("0x%08x\n\n",&var3);   
return;   
}

int main()   
{   
func(1,2,3);   
return 0;   
}

编译后的执行结果是：

0x0012ff78   
0x0012ff7c   
0x0012ff80

0x0012ff68   
0x0012ff6c   
0x0012ff70

├———————┤<—函数执行时的栈顶（ESP）、低端内存区域   
│ …… │   
├———————┤   
│ var 1 │   
├———————┤   
│ var 2 │   
├———————┤   
│ var 3 │   
├———————┤   
│ RET │   
├———————┤<—“\_\_cdecl”函数返回后的栈顶（ESP）   
│ parameter 1 │   
├———————┤   
│ parameter 2 │   
├———————┤   
│ parameter 3 │   
├———————┤<—“\_\_stdcall”函数返回后的栈顶（ESP）   
│ …… │   
├———————┤<—栈底（基地址 EBP）、高端内存区域

上图就是函数调用过程中堆栈的样子了。首先，三个参数以从又到左的次序压入堆栈，先压“param3”，再压“param2”，最后压入“param1”；然后压入函数的返回地址(RET)，接着跳转到函数地址接着执行（这里要补充一点，介绍UNIX下的缓冲溢出原理的文章中都提到在压入RET后，继续压入当前EBP，然后用当前ESP代替EBP。然而，有一篇介绍windows下函数调用的文章中说，在windows下的函数调用也有这一步骤，但根据我的实际调试，并未发现这一步，这还可以从param3和var1之间只有4字节的间隙这点看出来）；第三步，将栈顶(ESP)减去一个数，为本地变量分配内存空间，上例中是减去12字节(ESP=ESP-3\*4，每个int变量占用4个字节)；接着就初始化本地变量的内存空间。由于“\_\_stdcall”调用由被调函数调整堆栈，所以在函数返回前要恢复堆栈，先回收本地变量占用的内存(ESP=ESP+3\*4)，然后取出返回地址，填入EIP寄存器，回收先前压入参数占用的内存(ESP=ESP+3\*4)，继续执行调用者的代码。参见下列汇编代码：

;--------------func 函数的汇编代码-------------------

:00401000 83EC0C sub esp, 0000000C //创建本地变量的内存空间   
:00401003 8B442410 mov eax, dword ptr [esp+10]   
:00401007 8B4C2414 mov ecx, dword ptr [esp+14]   
:0040100B 8B542418 mov edx, dword ptr [esp+18]   
:0040100F 89442400 mov dword ptr [esp], eax   
:00401013 8D442410 lea eax, dword ptr [esp+10]   
:00401017 894C2404 mov dword ptr [esp+04], ecx

……………………（省略若干代码）

:00401075 83C43C add esp, 0000003C ;恢复堆栈，回收本地变量的内存空间   
:00401078 C3 ret 000C ;函数返回，恢复参数占用的内存空间   
;如果是“\_\_cdecl”的话，这里是“ret”，堆栈将由调用者恢复

;-------------------函数结束-------------------------

;--------------主程序调用func函数的代码--------------

:00401080 6A03 push 00000003 //压入参数param3   
:00401082 6A02 push 00000002 //压入参数param2   
:00401084 6A01 push 00000001 //压入参数param1   
:00401086 E875FFFFFF call 00401000 //调用func函数   
;如果是“\_\_cdecl”的话，将在这里恢复堆栈，“add esp, 0000000C”

聪明的读者看到这里，差不多就明白缓冲溢出的原理了。先来看下面的代码：

#include <stdio.h>   
#include <string.h>

void \_\_stdcall func()   
{   
char lpBuff[8]="\0";   
strcat(lpBuff,"AAAAAAAAAAA");   
return;   
}

int main()   
{   
func();   
return 0;   
}

编译后执行一下回怎么样？哈，“"0x00414141"指令引用的"0x00000000"内存。该内存不能为"read"。”，“非法操作”喽！"41"就是"A"的16进制的ASCII码了，那明显就是strcat这句出的问题了。"lpBuff"的大小只有8字节，算进结尾的\0，那strcat最多只能写入7个"A"，但程序实际写入了11个"A"外加1个\0。再来看看上面那幅图，多出来的4个字节正好覆盖了RET的所在的内存空间，导致函数返回到一个错误的内存地址，执行了错误的指令。如果能精心构造这个字符串，使它分成三部分，前一部份仅仅是填充的无意义数据以达到溢出的目的，接着是一个覆盖RET的数据，紧接着是一段shellcode，那只要着个RET地址能指向这段shellcode的第一个指令，那函数返回时就能执行shellcode了。但是软件的不同版本和不同的运行环境都可能影响这段shellcode在内存中的位置，那么要构造这个RET是十分困难的。一般都在RET和shellcode之间填充大量的NOP指令，使得exploit有更强的通用性。

├———————┤<—低端内存区域   
│ …… │   
├———————┤<—由exploit填入数据的开始   
│ │   
│ buffer │<—填入无用的数据   
│ │   
├———————┤   
│ RET │<—指向shellcode，或NOP指令的范围   
├———————┤   
│ NOP │   
│ …… │<—填入的NOP指令，是RET可指向的范围   
│ NOP │   
├———————┤   
│ │   
│ shellcode │   
│ │   
├———————┤<—由exploit填入数据的结束   
│ …… │   
├———————┤<—高端内存区域

windows下的动态数据除了可存放在栈中，还可以存放在堆中。了解C++的朋友都知道，C++可以使用new关键字来动态分配内存。来看下面的C++代码：

#include <stdio.h>   
#include <iostream.h>   
#include <windows.h>

void func()   
{   
char \*buffer=new char[128];   
char bufflocal[128];   
static char buffstatic[128];   
printf("0x%08x\n",buffer); //打印堆中变量的内存地址   
printf("0x%08x\n",bufflocal); //打印本地变量的内存地址   
printf("0x%08x\n",buffstatic); //打印静态变量的内存地址   
}

void main()   
{   
func();   
return;   
}

程序执行结果为：

0x004107d0   
0x0012ff04   
0x004068c0

可以发现用new关键字分配的内存即不在栈中，也不在静态数据区。VC编译器是通过windows下的“堆(heap)”来实现new关键字的内存动态分配。在讲“堆”之前，先来了解一下和“堆”有关的几个API函数：

HeapAlloc 在堆中申请内存空间   
HeapCreate 创建一个新的堆对象   
HeapDestroy 销毁一个堆对象   
HeapFree 释放申请的内存   
HeapWalk 枚举堆对象的所有内存块   
GetProcessHeap 取得进程的默认堆对象   
GetProcessHeaps 取得进程所有的堆对象   
LocalAlloc   
GlobalAlloc

当进程初始化时，系统会自动为进程创建一个默认堆，这个堆默认所占内存的大小为1M。堆对象由系统进行管理，它在内存中以链式结构存在。通过下面的代码可以通过堆动态申请内存空间：

HANDLE hHeap=GetProcessHeap();   
char \*buff=HeapAlloc(hHeap,0,8);

其中hHeap是堆对象的句柄，buff是指向申请的内存空间的地址。那这个hHeap究竟是什么呢？它的值有什么意义吗？看看下面这段代码吧：

#pragma comment(linker,"/entry:main") //定义程序的入口   
#include <windows.h>

\_CRTIMP int (\_\_cdecl \*printf)(const char \*, ...); //定义STL函数printf   
/\*---------------------------------------------------------------------------   
写到这里，我们顺便来复习一下前面所讲的知识：   
(\*注)printf函数是C语言的标准函数库中函数，VC的标准函数库由msvcrt.dll模块实现。   
由函数定义可见，printf的参数个数是可变的，函数内部无法预先知道调用者压入的参数个数，函数只能通过分析第一个参数字符串的格式来获得压入参数的信息，由于这里参数的个数是动态的，所以必须由调用者来平衡堆栈，这里便使用了\_\_cdecl调用规则。BTW，Windows系统的API函数基本上是\_\_stdcall调用形式，只有一个API例外，那就是wsprintf，它使用\_\_cdecl调用规则，同printf函数一样，这是由于它的参数个数是可变的缘故。   
---------------------------------------------------------------------------\*/   
void main()   
{   
HANDLE hHeap=GetProcessHeap();   
char \*buff=HeapAlloc(hHeap,0,0x10);   
char \*buff2=HeapAlloc(hHeap,0,0x10);   
HMODULE hMsvcrt=LoadLibrary("msvcrt.dll");   
printf=(void \*)GetProcAddress(hMsvcrt,"printf");   
printf("0x%08x\n",hHeap);   
printf("0x%08x\n",buff);   
printf("0x%08x\n\n",buff2);   
}

执行结果为：

0x00130000   
0x00133100   
0x00133118

hHeap的值怎么和那个buff的值那么接近呢？其实hHeap这个句柄就是指向HEAP首部的地址。在进程的用户区存着一个叫PEB(进程环境块)的结构，这个结构中存放着一些有关进程的重要信息，其中在PEB首地址偏移0x18处存放的ProcessHeap就是进程默认堆的地址，而偏移0x90处存放了指向进程所有堆的地址列表的指针。windows有很多API都使用进程的默认堆来存放动态数据，如windows 2000下的所有ANSI版本的函数都是在默认堆中申请内存来转换ANSI字符串到Unicode字符串的。对一个堆的访问是顺序进行的，同一时刻只能有一个线程访问堆中的数据，当多个线程同时有访问要求时，只能排队等待，这样便造成程序执行效率下降。

最后来说说内存中的数据对齐。所位数据对齐，是指数据所在的内存地址必须是该数据长度的整数倍，DWORD数据的内存起始地址能被4除尽，WORD数据的内存起始地址能被2除尽，x86 CPU能直接访问对齐的数据，当他试图访问一个未对齐的数据时，会在内部进行一系列的调整，这些调整对于程序来说是透明的，但是会降低运行速度，所以编译器在编译程序时会尽量保证数据对齐。同样一段代码，我们来看看用VC、Dev-C++和lcc三个不同编译器编译出来的程序的执行结果：

#include <stdio.h>

int main()   
{   
int a;   
char b;   
int c;   
printf("0x%08x\n",&a);   
printf("0x%08x\n",&b);   
printf("0x%08x\n",&c);   
return 0;   
}

这是用VC编译后的执行结果：   
0x0012ff7c   
0x0012ff7b   
0x0012ff80   
变量在内存中的顺序：b(1字节)-a(4字节)-c(4字节)。

这是用Dev-C++编译后的执行结果：   
0x0022ff7c   
0x0022ff7b   
0x0022ff74   
变量在内存中的顺序：c(4字节)-中间相隔3字节-b(占1字节)-a(4字节)。

这是用lcc编译后的执行结果：   
0x0012ff6c   
0x0012ff6b   
0x0012ff64   
变量在内存中的顺序：同上。

三个编译器都做到了数据对齐，但是后两个编译器显然没VC“聪明”，让一个char占了4字节，浪费内存哦。

基础知识：   
堆栈是一种简单的数据结构，是一种只允许在其一端进行插入或删除的线性表。允许插入或删除操作的一端称为栈顶，另一端称为栈底，对堆栈的插入和删除操作被称为入栈和出栈。有一组CPU指令可以实现对进程的内存实现堆栈访问。其中，POP指令实现出栈操作，PUSH指令实现入栈操作。CPU的ESP寄存器存放当前线程的栈顶指针，EBP寄存器中保存当前线程的栈底指针。CPU的EIP寄存器存放下一个CPU指令存放的内存地址，当CPU执行完当前的指令后，从EIP寄存器中读取下一条指令的内存地址，然后继续执行。

参考：《Windows下的HEAP溢出及其利用》by: isno   
《windows核心编程》by: Jeffrey Richter 

摘要： 讨论常见的堆性能问题以及如何防范它们。（共 9 页）

前言  
您是否是动态分配的 C/C++ 对象忠实且幸运的用户？您是否在模块间的往返通信中频繁地使用了“自动化”？您的程序是否因堆分配而运行起来很慢？不仅仅您遇到这样的问题。几乎所有项目迟早都会遇到堆问题。大家都想说，“我的代码真正好，只是堆太慢”。那只是部分正确。更深入理解堆及其用法、以及会发生什么问题，是很有用的。

什么是堆？  
（如果您已经知道什么是堆，可以跳到“什么是常见的堆性能问题？”部分）

在程序中，使用堆来动态分配和释放对象。在下列情况下，调用堆操作：

事先不知道程序所需对象的数量和大小。

对象太大而不适合堆栈分配程序。  
堆使用了在运行时分配给代码和堆栈的内存之外的部分内存。下图给出了堆分配程序的不同层。  
  
![http://www.cppblog.com/images/cppblog_com/mzty/4364/o_staackheap.gif](data:image/gif;base64,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)

GlobalAlloc/GlobalFree：Microsoft Win32 堆调用，这些调用直接与每个进程的默认堆进行对话。

LocalAlloc/LocalFree：Win32 堆调用（为了与 Microsoft Windows NT 兼容），这些调用直接与每个进程的默认堆进行对话。

COM 的 IMalloc 分配程序（或 CoTaskMemAlloc / CoTaskMemFree）：函数使用每个进程的默认堆。自动化程序使用“组件对象模型 (COM)”的分配程序，而申请的程序使用每个进程堆。

C/C++ 运行时 (CRT) 分配程序：提供了 malloc() 和 free() 以及 new 和 delete 操作符。如 Microsoft Visual Basic 和 Java 等语言也提供了新的操作符并使用垃圾收集来代替堆。CRT 创建自己的私有堆，驻留在 Win32 堆的顶部。

Windows NT 中，Win32 堆是 Windows NT 运行时分配程序周围的薄层。所有 API 转发它们的请求给 NTDLL。

Windows NT 运行时分配程序提供 Windows NT 内的核心堆分配程序。它由具有 128 个大小从 8 到 1,024 字节的空闲列表的前端分配程序组成。后端分配程序使用虚拟内存来保留和提交页。

在图表的底部是“虚拟内存分配程序”，操作系统使用它来保留和提交页。所有分配程序使用虚拟内存进行数据的存取。

分配和释放块不就那么简单吗？为何花费这么长时间？

堆实现的注意事项  
传统上，操作系统和运行时库是与堆的实现共存的。在一个进程的开始，操作系统创建一个默认堆，叫做“进程堆”。如果没有其他堆可使用，则块的分配使用“进程堆”。语言运行时也能在进程内创建单独的堆。（例如，C 运行时创建它自己的堆。）除这些专用的堆外，应用程序或许多已载入的动态链接库 (DLL) 之一可以创建和使用单独的堆。Win32 提供一整套 API 来创建和使用私有堆。有关堆函数（英文）的详尽指导，请参见 MSDN。

当应用程序或 DLL 创建私有堆时，这些堆存在于进程空间，并且在进程内是可访问的。从给定堆分配的数据将在同一个堆上释放。（不能从一个堆分配而在另一个堆释放。）

在所有虚拟内存系统中，堆驻留在操作系统的“虚拟内存管理器”的顶部。语言运行时堆也驻留在虚拟内存顶部。某些情况下，这些堆是操作系统堆中的层，而语言运行时堆则通过大块的分配来执行自己的内存管理。不使用操作系统堆，而使用虚拟内存函数更利于堆的分配和块的使用。

典型的堆实现由前、后端分配程序组成。前端分配程序维持固定大小块的空闲列表。对于一次分配调用，堆尝试从前端列表找到一个自由块。如果失败，堆被迫从后端（保留和提交虚拟内存）分配一个大块来满足请求。通用的实现有每块分配的开销，这将耗费执行周期，也减少了可使用的存储空间。

Knowledge Base 文章 Q10758，“用 calloc() 和 malloc() 管理内存” （搜索文章编号）, 包含了有关这些主题的更多背景知识。另外，有关堆实现和设计的详细讨论也可在下列著作中找到：“Dynamic Storage Allocation: A Survey and Critical Review”，作者 Paul R. Wilson、Mark S. Johnstone、Michael Neely 和 David Boles；“International Workshop on Memory Management”, 作者 Kinross, Scotland, UK, 1995 年 9 月(<http://www.cs.utexas.edu/users/oops/papers.html>)（英文）。

Windows NT 的实现（Windows NT 版本 4.0 和更新版本） 使用了 127 个大小从 8 到 1,024 字节的 8 字节对齐块空闲列表和一个“大块”列表。“大块”列表（空闲列表[0]） 保存大于 1,024 字节的块。空闲列表容纳了用双向链表链接在一起的对象。默认情况下，“进程堆”执行收集操作。（收集是将相邻空闲块合并成一个大块的操作。）收集耗费了额外的周期，但减少了堆块的内部碎片。

单一全局锁保护堆，防止多线程式的使用。（请参见“Server Performance and Scalability Killers”中的第一个注意事项, George Reilly 所著，在 “MSDN Online Web Workshop”上（站点：<http://msdn.microsoft.com/workshop/server/iis/tencom.asp>（英文）。）单一全局锁本质上是用来保护堆数据结构，防止跨多线程的随机存取。若堆操作太频繁，单一全局锁会对性能有不利的影响。

什么是常见的堆性能问题？  
以下是您使用堆时会遇到的最常见问题：

分配操作造成的速度减慢。光分配就耗费很长时间。最可能导致运行速度减慢原因是空闲列表没有块，所以运行时分配程序代码会耗费周期寻找较大的空闲块，或从后端分配程序分配新块。

释放操作造成的速度减慢。释放操作耗费较多周期，主要是启用了收集操作。收集期间，每个释放操作“查找”它的相邻块，取出它们并构造成较大块，然后再把此较大块插入空闲列表。在查找期间，内存可能会随机碰到，从而导致高速缓存不能命中，性能降低。

堆竞争造成的速度减慢。当两个或多个线程同时访问数据，而且一个线程继续进行之前必须等待另一个线程完成时就发生竞争。竞争总是导致麻烦；这也是目前多处理器系统遇到的最大问题。当大量使用内存块的应用程序或 DLL 以多线程方式运行（或运行于多处理器系统上）时将导致速度减慢。单一锁定的使用—常用的解决方案—意味着使用堆的所有操作是序列化的。当等待锁定时序列化会引起线程切换上下文。可以想象交叉路口闪烁的红灯处走走停停导致的速度减慢。   
竞争通常会导致线程和进程的上下文切换。上下文切换的开销是很大的，但开销更大的是数据从处理器高速缓存中丢失，以及后来线程复活时的数据重建。

堆破坏造成的速度减慢。造成堆破坏的原因是应用程序对堆块的不正确使用。通常情形包括释放已释放的堆块或使用已释放的堆块，以及块的越界重写等明显问题。（破坏不在本文讨论范围之内。有关内存重写和泄漏等其他细节，请参见 Microsoft Visual C++(R) 调试文档 。）

频繁的分配和重分配造成的速度减慢。这是使用脚本语言时非常普遍的现象。如字符串被反复分配，随重分配增长和释放。不要这样做，如果可能，尽量分配大字符串和使用缓冲区。另一种方法就是尽量少用连接操作。  
竞争是在分配和释放操作中导致速度减慢的问题。理想情况下，希望使用没有竞争和快速分配/释放的堆。可惜，现在还没有这样的通用堆，也许将来会有。

在所有的服务器系统中（如 IIS、MSProxy、DatabaseStacks、网络服务器、 Exchange 和其他）, 堆锁定实在是个大瓶颈。处理器数越多，竞争就越会恶化。

尽量减少堆的使用  
现在您明白使用堆时存在的问题了，难道您不想拥有能解决这些问题的超级魔棒吗？我可希望有。但没有魔法能使堆运行加快—因此不要期望在产品出货之前的最后一星期能够大为改观。如果提前规划堆策略，情况将会大大好转。调整使用堆的方法，减少对堆的操作是提高性能的良方。

如何减少使用堆操作？通过利用数据结构内的位置可减少堆操作的次数。请考虑下列实例：

struct ObjectA {  
   // objectA 的数据   
}

struct ObjectB {  
   // objectB 的数据   
}

// 同时使用 objectA 和 objectB

//  
// 使用指针   
//  
struct ObjectB {  
   struct ObjectA \* pObjA;  
   // objectB 的数据   
}

//  
// 使用嵌入  
//  
struct ObjectB {  
   struct ObjectA pObjA;  
   // objectB 的数据   
}

//  
// 集合 – 在另一对象内使用 objectA 和 objectB  
//

struct ObjectX {  
   struct ObjectA  objA;  
   struct ObjectB  objB;  
}

避免使用指针关联两个数据结构。如果使用指针关联两个数据结构，前面实例中的对象 A 和 B 将被分别分配和释放。这会增加额外开销—我们要避免这种做法。

把带指针的子对象嵌入父对象。当对象中有指针时，则意味着对象中有动态元素（百分之八十）和没有引用的新位置。嵌入增加了位置从而减少了进一步分配/释放的需求。这将提高应用程序的性能。

合并小对象形成大对象（聚合）。聚合减少分配和释放的块的数量。如果有几个开发者，各自开发设计的不同部分，则最终会有许多小对象需要合并。集成的挑战就是要找到正确的聚合边界。

内联缓冲区能够满足百分之八十的需要（aka 80-20 规则）。个别情况下，需要内存缓冲区来保存字符串/二进制数据，但事先不知道总字节数。估计并内联一个大小能满足百分之八十需要的缓冲区。对剩余的百分之二十，可以分配一个新的缓冲区和指向这个缓冲区的指针。这样，就减少分配和释放调用并增加数据的位置空间，从根本上提高代码的性能。

在块中分配对象（块化）。块化是以组的方式一次分配多个对象的方法。如果对列表的项连续跟踪，例如对一个 {名称，值} 对的列表，有两种选择：选择一是为每一个“名称-值”对分配一个节点；选择二是分配一个能容纳（如五个）“名称-值”对的结构。例如，一般情况下，如果存储四对，就可减少节点的数量，如果需要额外的空间数量，则使用附加的链表指针。   
块化是友好的处理器高速缓存，特别是对于 L1-高速缓存，因为它提供了增加的位置 —不用说对于块分配，很多数据块会在同一个虚拟页中。

正确使用 \_amblksiz。C 运行时 (CRT) 有它的自定义前端分配程序，该分配程序从后端（Win32 堆）分配大小为 \_amblksiz 的块。将 \_amblksiz 设置为较高的值能潜在地减少对后端的调用次数。这只对广泛使用 CRT 的程序适用。  
使用上述技术将获得的好处会因对象类型、大小及工作量而有所不同。但总能在性能和可升缩性方面有所收获。另一方面，代码会有点特殊，但如果经过深思熟虑，代码还是很容易管理的。

其他提高性能的技术  
下面是一些提高速度的技术：

使用 Windows NT5 堆   
由于几个同事的努力和辛勤工作，1998 年初 Microsoft Windows(R) 2000 中有了几个重大改进：

改进了堆代码内的锁定。堆代码对每堆一个锁。全局锁保护堆数据结构，防止多线程式的使用。但不幸的是，在高通信量的情况下，堆仍受困于全局锁，导致高竞争和低性能。Windows 2000 中，锁内代码的临界区将竞争的可能性减到最小,从而提高了可伸缩性。

使用 “Lookaside”列表。堆数据结构对块的所有空闲项使用了大小在 8 到 1,024 字节（以 8-字节递增）的快速高速缓存。快速高速缓存最初保护在全局锁内。现在，使用 lookaside 列表来访问这些快速高速缓存空闲列表。这些列表不要求锁定，而是使用 64 位的互锁操作，因此提高了性能。

内部数据结构算法也得到改进。  
这些改进避免了对分配高速缓存的需求，但不排除其他的优化。使用 Windows NT5 堆评估您的代码；它对小于 1,024 字节 (1 KB) 的块（来自前端分配程序的块）是最佳的。GlobalAlloc() 和 LocalAlloc() 建立在同一堆上，是存取每个进程堆的通用机制。如果希望获得高的局部性能，则使用 Heap(R) API 来存取每个进程堆，或为分配操作创建自己的堆。如果需要对大块操作，也可以直接使用 VirtualAlloc() / VirtualFree() 操作。

上述改进已在 Windows 2000 beta 2 和 Windows NT 4.0 SP4 中使用。改进后，堆锁的竞争率显著降低。这使所有 Win32 堆的直接用户受益。CRT 堆建立于 Win32 堆的顶部，但它使用自己的小块堆，因而不能从 Windows NT 改进中受益。（Visual C++ 版本 6.0 也有改进的堆分配程序。）

使用分配高速缓存   
分配高速缓存允许高速缓存分配的块，以便将来重用。这能够减少对进程堆（或全局堆）的分配/释放调用的次数，也允许最大限度的重用曾经分配的块。另外，分配高速缓存允许收集统计信息,以便较好地理解对象在较高层次上的使用。

典型地，自定义堆分配程序在进程堆的顶部实现。自定义堆分配程序与系统堆的行为很相似。主要的差别是它在进程堆的顶部为分配的对象提供高速缓存。高速缓存设计成一套固定大小（如 32 字节、64 字节、128 字节等）。这一个很好的策略，但这种自定义堆分配程序丢失与分配和释放的对象相关的“语义信息”。

与自定义堆分配程序相反，“分配高速缓存”作为每类分配高速缓存来实现。除能够提供自定义堆分配程序的所有好处之外，它们还能够保留大量语义信息。每个分配高速缓存处理程序与一个目标二进制对象关联。它能够使用一套参数进行初始化，这些参数表示并发级别、对象大小和保持在空闲列表中的元素的数量等。分配高速缓存处理程序对象维持自己的私有空闲实体池（不超过指定的阀值）并使用私有保护锁。合在一起，分配高速缓存和私有锁减少了与主系统堆的通信量，因而提供了增加的并发、最大限度的重用和较高的可伸缩性。

需要使用清理程序来定期检查所有分配高速缓存处理程序的活动情况并回收未用的资源。如果发现没有活动，将释放分配对象的池，从而提高性能。

可以审核每个分配/释放活动。第一级信息包括对象、分配和释放调用的总数。通过查看它们的统计信息可以得出各个对象之间的语义关系。利用以上介绍的许多技术之一，这种关系可以用来减少内存分配。

分配高速缓存也起到了调试助手的作用，帮助您跟踪没有完全清除的对象数量。通过查看动态堆栈返回踪迹和除没有清除的对象之外的签名，甚至能够找到确切的失败的调用者。

MP 堆   
MP 堆是对多处理器友好的分布式分配的程序包，在 Win32 SDK（Windows NT 4.0 和更新版本）中可以得到。最初由 JVert 实现，此处堆抽象建立在 Win32 堆程序包的顶部。MP 堆创建多个 Win32 堆，并试图将分配调用分布到不同堆，以减少在所有单一锁上的竞争。

本程序包是好的步骤 —一种改进的 MP-友好的自定义堆分配程序。但是，它不提供语义信息和缺乏统计功能。通常将 MP 堆作为 SDK 库来使用。如果使用这个 SDK 创建可重用组件，您将大大受益。但是，如果在每个 DLL 中建立这个 SDK 库，将增加工作设置。

重新思考算法和数据结构   
要在多处理器机器上伸缩，则算法、实现、数据结构和硬件必须动态伸缩。请看最经常分配和释放的数据结构。试问，“我能用不同的数据结构完成此工作吗？”例如，如果在应用程序初始化时加载了只读项的列表，这个列表不必是线性链接的列表。如果是动态分配的数组就非常好。动态分配的数组将减少内存中的堆块和碎片，从而增强性能。

减少需要的小对象的数量减少堆分配程序的负载。例如，我们在服务器的关键处理路径上使用五个不同的对象，每个对象单独分配和释放。一起高速缓存这些对象，把堆调用从五个减少到一个，显著减少了堆的负载，特别当每秒钟处理 1,000 个以上的请求时。

如果大量使用“Automation”结构，请考虑从主线代码中删除“Automation BSTR”，或至少避免重复的 BSTR 操作。（BSTR 连接导致过多的重分配和分配/释放操作。）

摘要  
对所有平台往往都存在堆实现，因此有巨大的开销。每个单独代码都有特定的要求，但设计能采用本文讨论的基本理论来减少堆之间的相互作用。

评价您的代码中堆的使用。

改进您的代码，以使用较少的堆调用：分析关键路径和固定数据结构。

在实现自定义的包装程序之前使用量化堆调用成本的方法。

如果对性能不满意，请要求 OS 组改进堆。更多这类请求意味着对改进堆的更多关注。

要求 C 运行时组针对 OS 所提供的堆制作小巧的分配包装程序。随着 OS 堆的改进，C 运行时堆调用的成本将减小。

操作系统（Windows NT 家族）正在不断改进堆。请随时关注和利用这些改进。  
Murali Krishnan 是 Internet Information Server (IIS) 组的首席软件设计工程师。从 1.0 版本开始他就设计 IIS，并成功发行了 1.0 版本到 4.0 版本。Murali 组织并领导 IIS 性能组三年 (1995-1998), 从一开始就影响 IIS 性能。他拥有威斯康星州 Madison 大学的 M.S.和印度 Anna 大学的 B.S.。工作之外，他喜欢阅读、打排球和家庭烹饪。  
  
  
  
<http://community.csdn.net/Expert/FAQ/FAQ_Index.asp?id=172835>  
我在学习对象的生存方式的时候见到一种是在堆栈(stack)之中，如下    
CObject  object;    
还有一种是在堆(heap)中  如下    
CObject\*  pobject=new  CObject();    
   
请问    
（1）这两种方式有什么区别？    
（2）堆栈与堆有什么区别？？    
   
   
---------------------------------------------------------------    
   
1)  about  stack,  system  will  allocate  memory  to  the  instance  of  object  automatically,  and  to  the  
 heap,  you  must  allocate  memory  to  the  instance  of  object  with  new  or  malloc  manually.    
2)  when  function  ends,  system  will  automatically  free  the  memory  area  of  stack,  but  to  the   
heap,  you  must  free  the  memory  area  manually  with  free  or  delete,  else  it  will  result  in  memory  
leak.    
3)栈内存分配运算内置于处理器的指令集中，效率很高，但是分配的内存容量有限。    
4）堆上分配的内存可以有我们自己决定，使用非常灵活。
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**[Ansi、Unicode、UTF8字符串之间的转换和写入文本文件](http://www.cppblog.com/road420/archive/2008/09/04/60919.html)**

[Ansi、Unicode、UTF8字符串之间的转换和写入文本文件](http://www.cppblog.com/greatws/archive/2008/08/31/60546.html)

转载请注明出处<http://www.cppblog.com/greatws/archive/2008/08/31/60546.html>  
  
最近有人问我关于这个的问题，就此写一篇blog  
  
Ansi字符串我们最熟悉，英文占一个字节，汉字2个字节，以一个\0结尾，常用于txt文本文件  
Unicode字符串，每个字符(汉字、英文字母)都占2个字节，以2个连续的\0结尾，NT操作系统内核用的是这种字符串，常被定义为typedef unsigned short wchar\_t;所以我们有时常会见到什么char\*无法转换为unsigned short\*之类的错误，其实就是unicode  
UTF8是Unicode一种压缩形式，英文A在unicode中表示为0x0041，老外觉得这种存储方式太浪费，因为浪费了50%的空间，于是就把英文压缩成1个字节，成了utf8编码，但是汉字在utf8中占3个字节，显然用做中文不如ansi合算，这就是中国的网页用作ansi编码而老外的网页常用utf8的原因。  
UTF8在还游戏里运用的很广泛，比如WOW的lua脚本等  
  
下面来说一下转换，主要用代码来说明吧  
写文件我用了CFile类，其实用FILE\*之类的也是一样，写文件和字符串什么类别没有关系，硬件只关心数据和长度  
  
Ansi转Unicode  
介绍2种方法
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![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    cFile.Flush();  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    cFile.Close();  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    delete[] wszString;  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    wszString =NULL;  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    //方法2  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    //设置当前地域信息，不设置的话，使用这种方法，中文不会正确显示  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    //需要#include<locale.h>  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    setlocale(LC\_CTYPE, "chs");   
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    wchar\_t wcsStr[100];  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    //注意下面是大写S，在unicode中，代表后面是ansi字符串  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    //swprintf是sprintf的unicode版本  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    //格式的前面要加大写L，代表是unicode  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    swprintf(wcsStr, L"%S", szAnsi);  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    ::MessageBoxW(GetSafeHwnd(), wcsStr, wcsStr, MB\_OK);  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)  
![http://www.cppblog.com/Images/OutliningIndicators/ExpandedBlockEnd.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIVnC2nJ+2blpyIVovziJRPL4HaSC4FADs=)}

Unicode转Ansi  
也是2种方法

![http://www.cppblog.com/Images/OutliningIndicators/None.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///////wAAACH5BAEAAAIALAAAAAALABAAQAIMlI+py+0Po5y02lQAADs=)void CConvertDlg::OnBnClickedButtonUnicodeToAnsi()  
![http://www.cppblog.com/Images/OutliningIndicators/ExpandedBlockStart.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIgnI8mId2snBRxtoRV2ByO1W1URpYmGI5op4ai5o7mXAAAOw==){  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    // unicode to ansi  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    wchar\_t\* wszString = L"abcd1234你我他";  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    //预转换，得到所需空间的大小，这次用的函数和上面名字相反  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    int ansiLen = ::WideCharToMultiByte(CP\_ACP, NULL, wszString, wcslen(wszString), NULL, 0, NULL, NULL);  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    //同上，分配空间要给'\0'留个空间  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    char\* szAnsi = new char[ansiLen + 1];  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    //转换  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    //unicode版对应的strlen是wcslen  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    ::WideCharToMultiByte(CP\_ACP, NULL, wszString, wcslen(wszString), szAnsi, ansiLen, NULL, NULL);  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    //最后加上'\0'  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    szAnsi[ansiLen] = '\0';  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    //Ansi版的MessageBox API  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    ::MessageBoxA(GetSafeHwnd(), szAnsi, szAnsi, MB\_OK);  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    //接下来写入文本  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    //写文本文件，ANSI文件没有BOM  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    CFile cFile;  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    cFile.Open(\_T("1.txt"), CFile::modeWrite | CFile::modeCreate);  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    //文件开头  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    cFile.SeekToBegin();  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    //写入内容  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    cFile.Write(szAnsi, ansiLen \* sizeof(char));  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    cFile.Flush();  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    cFile.Close();  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    delete[] szAnsi;  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    szAnsi =NULL;  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    //方法2  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    //和上面一样有另一种方法  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    setlocale(LC\_CTYPE, "chs");   
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    char szStr[100];  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    //注意下面是大写，在ansi中，代表后面是unicode字符串  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    //sprintf  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    sprintf(szStr, "%S", wszString);  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    ::MessageBoxA(GetSafeHwnd(), szStr, szStr, MB\_OK);  
![http://www.cppblog.com/Images/OutliningIndicators/ExpandedBlockEnd.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIVnC2nJ+2blpyIVovziJRPL4HaSC4FADs=)}

Unicode转UTF8

![http://www.cppblog.com/Images/OutliningIndicators/None.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///////wAAACH5BAEAAAIALAAAAAALABAAQAIMlI+py+0Po5y02lQAADs=)void CConvertDlg::OnBnClickedButtonUnicodeToU8()  
![http://www.cppblog.com/Images/OutliningIndicators/ExpandedBlockStart.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIgnI8mId2snBRxtoRV2ByO1W1URpYmGI5op4ai5o7mXAAAOw==){  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    // unicode to UTF8  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    wchar\_t\* wszString = L"abcd1234你我他";  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    //预转换，得到所需空间的大小，这次用的函数和上面名字相反  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    int u8Len = ::WideCharToMultiByte(CP\_UTF8, NULL, wszString, wcslen(wszString), NULL, 0, NULL, NULL);  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    //同上，分配空间要给'\0'留个空间  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    //UTF8虽然是Unicode的压缩形式，但也是多字节字符串，所以可以以char的形式保存  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    char\* szU8 = new char[u8Len + 1];  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    //转换  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    //unicode版对应的strlen是wcslen  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    ::WideCharToMultiByte(CP\_UTF8, NULL, wszString, wcslen(wszString), szU8, u8Len, NULL, NULL);  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    //最后加上'\0'  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    szU8[u8Len] = '\0';  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    //MessageBox不支持UTF8,所以只能写文件  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    //接下来写入文本  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    //写文本文件，UTF8的BOM是0xbfbbef  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    CFile cFile;  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    cFile.Open(\_T("1.txt"), CFile::modeWrite | CFile::modeCreate);  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    //文件开头  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    cFile.SeekToBegin();  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    //写BOM，同样低位写在前  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    cFile.Write("\xef\xbb\xbf", 3);  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    //写入内容  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    cFile.Write(szU8, u8Len \* sizeof(char));  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    cFile.Flush();  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    cFile.Close();  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    delete[] szU8;  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    szU8 =NULL;  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)  
![http://www.cppblog.com/Images/OutliningIndicators/ExpandedBlockEnd.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIVnC2nJ+2blpyIVovziJRPL4HaSC4FADs=)}

UTF8转UNICODE

![http://www.cppblog.com/Images/OutliningIndicators/None.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///////wAAACH5BAEAAAIALAAAAAALABAAQAIMlI+py+0Po5y02lQAADs=)void CConvertDlg::OnBnClickedButtonU8ToUnicode()  
![http://www.cppblog.com/Images/OutliningIndicators/ExpandedBlockStart.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIgnI8mId2snBRxtoRV2ByO1W1URpYmGI5op4ai5o7mXAAAOw==){  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    //UTF8 to Unicode  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    //由于中文直接复制过来会成乱码，编译器有时会报错，故采用16进制形式  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    char\* szU8 = "abcd1234\xe4\xbd\xa0\xe6\x88\x91\xe4\xbb\x96\x00";  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    //预转换，得到所需空间的大小  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    int wcsLen = ::MultiByteToWideChar(CP\_UTF8, NULL, szU8, strlen(szU8), NULL, 0);  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    //分配空间要给'\0'留个空间，MultiByteToWideChar不会给'\0'空间  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    wchar\_t\* wszString = new wchar\_t[wcsLen + 1];  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    //转换  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    ::MultiByteToWideChar(CP\_UTF8, NULL, szU8, strlen(szU8), wszString, wcsLen);  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    //最后加上'\0'  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    wszString[wcsLen] = '\0';  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    //unicode版的MessageBox API  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    ::MessageBoxW(GetSafeHwnd(), wszString, wszString, MB\_OK);  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)  
![http://www.cppblog.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    //写文本同ansi to unicode  
![http://www.cppblog.com/Images/OutliningIndicators/ExpandedBlockEnd.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIVnC2nJ+2blpyIVovziJRPL4HaSC4FADs=)}  
![http://www.cppblog.com/Images/OutliningIndicators/None.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///////wAAACH5BAEAAAIALAAAAAALABAAQAIMlI+py+0Po5y02lQAADs=)

Ansi转换utf8和utf8转换Ansi就是上面2个的结合，把unicode作为中间量，进行2次转换即可

posted @ [2008-09-04 16:27](http://www.cppblog.com/road420/archive/2008/09/04/60919.html) 深邃者 阅读(371) | [评论 (0)](http://www.cppblog.com/road420/archive/2008/09/04/60919.html#FeedBack) | [编辑](http://www.cppblog.com/road420/admin/EditPosts.aspx?postid=60919) [收藏](http://www.cppblog.com/road420/AddToFavorite.aspx?id=60919)

[**读写ini文件**](http://www.cppblog.com/road420/archive/2008/09/02/60699.html)

|  |
| --- |
| ini文件(即Initialization file)，这种类型的文件中通常存放的是一个程序的初始化信息。ini文件由若干个节(Section)组成，每个Section由若干键(Key)组成，每个Key可以赋相应的值。读写ini文件实际上就是读写某个的Section中相应的Key的值，而这只要借助几个函数即可完成。 **一、向ini文件中写入信息的函数 1. 把信息写入系统的win.ini文件** BOOL WriteProfileString(      LPCTSTR lpAppName, // 节的名字，是一个以0结束的字符串      LPCTSTR lpKeyName, // 键的名字，是一个以0结束的字符串。若为NULL，则删除整个节      LPCTSTR lpString      // 键的值，是一个以0结束的字符串。若为NULL，则删除对应的键 )  **2. 把信息写入自己定义的.ini文件** BOOL WritePrivateProfileString(      LPCTSTR lpAppName,     // 同上      LPCTSTR lpKeyName,     // 同上      LPCTSTR lpString,      // 同上      LPCTSTR lpFileName     // 要写入的文件的文件名。若该ini文件与程序在同一个目录下，也可使用相对            //路径,否则需要给出绝度路径。 )  如： ::WriteProfileString("Test","id","xym");   //在win.ini中创建一个Test节，并在该节中创建一个键id,其值为xym  ::WritePrivateProfileString("Test","id","xym","d:\\vc\\Ex1\\ex1.ini"); //在Ex1目录下的ex1.ini中创建一个Test节，并在该节中创建一个键id,其值为xym  //若Ex1.ini文件与读写该文件的程序在同一个目录下，则上面语句也可写为： ::WritePrivateProfileString("Test","id","xym",".\\ex1.ini");  需要注意的是，C系列的语言中，转义字符'\\'表示反斜线'\'。另外，当使用相对路径时，\\前的.号不能丢掉了。  **二、从ini文件中读取数据的函数** **1、从系统的win.ini文件中读取信息 (1) 读取字符串** DWORD GetProfileString(      LPCTSTR lpAppName,           // 节名      LPCTSTR lpKeyName,           // 键名，读取该键的值      LPCTSTR lpDefault,           // 若指定的键不存在，该值作为读取的默认值      LPTSTR lpReturnedString,     // 一个指向缓冲区的指针，接收读取的字符串      DWORD nSize                  // 指定lpReturnedString指向的缓冲区的大小 )  如： CString str; ::GetProfileString("Test","id","Error",str.GetBuffer(20),20);  **(2) 读取整数** UINT GetProfileInt(      LPCTSTR lpAppName,     // 同上      LPCTSTR lpKeyName,     // 同上      INT nDefault           // 若指定的键名不存在，该值作为读取的默认值 )  如使用以下语句写入了年龄信息： ::WriteProfileString("Test","age","25");   //在win.ini中创建一个Test节，并在该节中创建一个键age,其值为25  则可用以下语句读取age键的值： int age; age=::GetProfileInt("Test","age",0);  **2、从自己的ini文件中读取信息** **(1) 读取字符串** DWORD GetPrivateProfileString(      LPCTSTR lpAppName,           // 同1(1)      LPCTSTR lpKeyName,           // 同1(1)      LPCTSTR lpDefault,           // 同1(1)      LPTSTR lpReturnedString,     // 同1(1)      DWORD nSize,                 // 同1(1)      LPCTSTR lpFileName           // 读取信息的文件名。若该ini文件与程序在同一个目录下，也可使用相                  //对路径,否则需要给出绝度路径。 )  如： CString str; ::GetPrivateProfileString("Test","id","Error",str.GetBuffer(20),20，".\\ex1.ini"); 或： ::GetPrivateProfileString("Test","id","Error",str.GetBuffer(20),20，"d:\\vc\\Ex1\\ex1.ini");  **(2) 读取整数**  UINT GetPrivateProfileInt(      LPCTSTR lpAppName,     // 同上      LPCTSTR lpKeyName,     // 同上      INT nDefault,          // 若指定的键名不存在，该值作为读取的默认值      LPCTSTR lpFileName     // 同上 )  如使用以下语句写入了年龄信息： ::WritePrivateProfileString("Test","age","25",".\\ex1.ini");   //在ex1.ini中创建一个Test节，并在该节中创建一个键age,其值为25  则可用以下语句读取age键的值： int age; age=::GetPrivateProfileInt("Test","age",0,".\\ex1.ini");  **三、 删除键值或节**        回顾一下WriteProfileString函数的说明 BOOL WriteProfileString(      LPCTSTR lpAppName, // 节的名字，是一个以0结束的字符串      LPCTSTR lpKeyName, // 键的名字，是一个以0结束的字符串。若为NULL，则删除整个节      LPCTSTR lpString      // 键的值，是一个以0结束的字符串。若为NULL，则删除对应的键 )        由此可见，要删除某个节，只需要将WriteProfileString第二个参数设为NULL即可。而要删除某个键，则只需要将该函数的第三个参数设为NULL即可。这是删除系统的win.ini中的节或键，类似的，要删除自己定义的ini文件中的节或键，也可做相同的操作。       如： ::WriteProfileString("Test",NULL,NULL);     //删除win.ini中的Test节 ::WriteProfileString("Test","id",NULL);     //删除win.ini中的id键  ::WritePrivateProfileString("Test",NULL,NULL,".\\ex1.ini");     //删除ex1.ini中的Test节 ::WritePrivateProfileString("Test","id",NULL,".\\ex1.ini");     //删除ex1.ini中的id键  **四、如何判断一个ini文件中有多少个节**       要判断一个ini文件中有多少个节，最简单的办法就是将所有的节名都找出来，然后统计节名的个数。而要将所有的节名找出来，使用GetPrivateProfileSectionNames函数就可以了，其原型如下： DWORD GetPrivateProfileSectionNames(      LPTSTR lpszReturnBuffer,     // 指向一个缓冲区，用来保存返回的所有节名      DWORD nSize,                 // 参数lpszReturnBuffer的大小      LPCTSTR lpFileName           // 文件名，若该ini文件与程序在同一个目录下，                                                 //也可使用相对路径,否则需要给出绝度路径 )  下面的是用来统计一个ini文件中共有多少个节的函数，当然，如果需要同时找到每个节中的各个键及其值，根据找到节名就可以很容易的得到了。  /\*统计共有多少个节 节名的分离方法：若chSectionNames数组的第一字符是'\0'字符，则表明 有0个节。否则，从chSectionNames数组的第一个字符开始，顺序往后找， 直到找到一个'\0'字符，若该字符的后继字符不是 '\0'字符，则表明前 面的字符组成一个节名。若连续找到两个'\0'字符，则统计结束\*/  int CTestDlg::CalcCount(void) { TCHAR      chSectionNames[2048]={0};      //所有节名组成的字符数组 char \* pSectionName; //保存找到的某个节名字符串的首地址 int i;      //i指向数组chSectionNames的某个位置，从0开始，顺序后移 int j=0;     //j用来保存下一个节名字符串的首地址相对于当前i的位置偏移量 int count=0;     //统计节的个数  //CString name; //char id[20]; ::GetPrivateProfileSectionNames(chSectionNames,2048,".\\ex1.ini");    for(i=0;i<2048;i++,j++) {      if(chSectionNames[0]=='\0')       break;      //如果第一个字符就是0，则说明ini中一个节也没有      if(chSectionNames[i]=='\0')      {       pSectionName=&chSectionNames[i-j]; //找到一个0，则说明从这个字符往前，减掉j个偏移量，            //就是一个节名的首地址        j=-1;        //找到一个节名后，j的值要还原，以统计下一个节名地址的偏移量            //赋成-1是因为节名字符串的最后一个字符0是终止符，不能作为节名             //的一部分       /\*::GetPrivateProfileString(pSectionName,"id","Error",id,20,".\\ex1.ini");       name.Format("%s",id);\*/          //在获取节名的时候可以获取该节中键的值，前提是我们知道该节中有哪些键。           AfxMessageBox(pSectionName);     //把找到的显示出来        if(chSectionNames[i+1]==0)       {         break;     //当两个相邻的字符都是0时，则所有的节名都已找到，循环终止       }      }       }  return count; } |

posted @ [2008-09-02 15:19](http://www.cppblog.com/road420/archive/2008/09/02/60699.html) 深邃者 阅读(213) | [评论 (0)](http://www.cppblog.com/road420/archive/2008/09/02/60699.html#FeedBack) | [编辑](http://www.cppblog.com/road420/admin/EditPosts.aspx?postid=60699) [收藏](http://www.cppblog.com/road420/AddToFavorite.aspx?id=60699)

[**Window API函数大全(2)**](http://www.cppblog.com/road420/archive/2008/08/28/60231.html)

10. API之硬件与系统函数  
ActivateKeyboardLayout 激活一个新的键盘布局。键盘布局定义了按键在一种物理性键盘上的位置与含义  
Beep 用于生成简单的声音  
CharToOem 将一个字串从ANSI字符集转换到OEM字符集  
ClipCursor 将指针限制到指定区域  
ConvertDefaultLocale 将一个特殊的地方标识符转换成真实的地方ID  
CreateCaret 根据指定的信息创建一个插入符（光标），并将它选定为指定窗口的默认插入符  
DestroyCaret 清除（破坏）一个插入符  
EnumCalendarInfo 枚举在指定“地方”环境中可用的日历信息  
EnumDateFormats 列举指定的“当地”设置中可用的长、短日期格式  
EnumSystemCodePages 枚举系统中已安装或支持的代码页  
EnumSystemLocales 枚举系统已经安装或提供支持的“地方”设置  
EnumTimeFormats 枚举一个指定的地方适用的时间格式  
ExitWindowsEx 退出windows，并用特定的选项重新启动  
ExpandEnvironmentStrings 扩充环境字串  
FreeEnvironmentStrings 翻译指定的环境字串块  
GetACP 判断目前正在生效的ANSI代码页  
GetAsyncKeyState 判断函数调用时指定虚拟键的状态  
GetCaretBlinkTime 判断插入符光标的闪烁频率  
GetCaretPos 判断插入符的当前位置  
GetClipCursor 取得一个矩形，用于描述目前为鼠标指针规定的剪切区域  
GetCommandLine 获得指向当前命令行缓冲区的一个指针  
GetComputerName 取得这台计算机的名称  
GetCPInfo 取得与指定代码页有关的信息  
GetCurrencyFormat 针对指定的“地方”设置，根据货币格式格式化一个数字  
GetCursor 获取目前选择的鼠标指针的句柄  
GetCursorPos 获取鼠标指针的当前位置  
GetDateFormat 针对指定的“当地”格式，对一个系统日期进行格式化  
GetDoubleClickTime 判断连续两次鼠标单击之间会被处理成双击事件的间隔时间  
GetEnvironmentStrings 为包含了当前环境字串设置的一个内存块分配和返回一个句柄  
GetEnvironmentVariable 取得一个环境变量的值  
GetInputState 判断是否存在任何待决（等待处理）的鼠标或键盘事件  
GetKBCodePage 由GetOEMCP取代，两者功能完全相同  
GetKeyboardLayout 取得一个句柄，描述指定应用程序的键盘布局  
GetKeyboardLayoutList 获得系统适用的所有键盘布局的一个列表  
GetKeyboardLayoutName 取得当前活动键盘布局的名称  
GetKeyboardState 取得键盘上每个虚拟键当前的状态  
GetKeyboardType 了解与正在使用的键盘有关的信息  
GetKeyNameText 在给出扫描码的前提下，判断键名  
GetKeyState 针对已处理过的按键，在最近一次输入信息时，判断指定虚拟键的状态  
GetLastError 针对之前调用的api函数，用这个函数取得扩展错误信息  
GetLocaleInfo 取得与指定“地方”有关的信息  
GetLocalTime 取得本地日期和时间  
GetNumberFormat 针对指定的“地方”，按特定的格式格式化一个数字  
GetOEMCP 判断在OEM和ANSI字符集间转换的windows代码页  
GetQueueStatus 判断应用程序消息队列中待决（等待处理）的消息类型  
GetSysColor 判断指定windows显示对象的颜色  
GetSystemDefaultLangID 取得系统的默认语言ID  
GetSystemDefaultLCID 取得当前的默认系统“地方”  
GetSystemInfo 取得与底层硬件平台有关的信息  
GetSystemMetrics 返回与windows环境有关的信息  
GetSystemPowerStatus 获得与当前系统电源状态有关的信息  
GetSystemTime 取得当前系统时间，这个时间采用的是“协同世界时间”（即UTC，也叫做GMT）格式  
GetSystemTimeAdjustment 使内部系统时钟与一个外部的时钟信号源同步  
GetThreadLocale 取得当前线程的地方ID  
GetTickCount 用于获取自windows启动以来经历的时间长度（毫秒）  
GetTimeFormat 针对当前指定的“地方”，按特定的格式格式化一个系统时间  
GetTimeZoneInformation 取得与系统时区设置有关的信息  
GetUserDefaultLangID 为当前用户取得默认语言ID  
GetUserDefaultLCID 取得当前用户的默认“地方”设置  
GetUserName 取得当前用户的名字  
GetVersion 判断当前运行的Windows和DOS版本  
GetVersionEx 取得与平台和操作系统有关的版本信息  
HideCaret 在指定的窗口隐藏插入符（光标）  
IsValidCodePage 判断一个代码页是否有效  
IsValidLocale 判断地方标识符是否有效  
keybd\_event 这个函数模拟了键盘行动  
LoadKeyboardLayout 载入一个键盘布局  
MapVirtualKey 根据指定的映射类型，执行不同的扫描码和字符转换  
MapVirtualKeyEx 根据指定的映射类型，执行不同的扫描码和字符转换  
MessageBeep 播放一个系统声音。系统声音的分配方案是在控制面板里决定的  
mouse\_event 模拟一次鼠标事件  
OemKeyScan 判断OEM字符集中的一个ASCII字符的扫描码和Shift键状态  
OemToChar 将OEM字符集的一个字串转换到ANSI字符集  
SetCaretBlinkTime 指定插入符（光标）的闪烁频率  
SetCaretPos 指定插入符的位置  
SetComputerName 设置新的计算机名  
SetCursor 将指定的鼠标指针设为当前指针  
SetCursorPos 设置指针的位置  
SetDoubleClickTime 设置连续两次鼠标单击之间能使系统认为是双击事件的间隔时间  
SetEnvironmentVariable 将一个环境变量设为指定的值  
SetKeyboardState 设置每个虚拟键当前在键盘上的状态  
SetLocaleInfo 改变用户“地方”设置信息  
SetLocalTime 设置当前地方时间  
SetSysColors 设置指定窗口显示对象的颜色  
SetSystemCursor 改变任何一个标准系统指针  
SetSystemTime 设置当前系统时间  
SetSystemTimeAdjustment 定时添加一个校准值使内部系统时钟与一个外部的时钟信号源同步  
SetThreadLocale 为当前线程设置地方  
SetTimeZoneInformation 设置系统时区信息  
ShowCaret 在指定的窗口里显示插入符（光标）  
ShowCursor 控制鼠标指针的可视性  
SwapMouseButton 决定是否互换鼠标左右键的功能  
SystemParametersInfo 获取和设置数量众多的windows系统参数  
SystemTimeToTzSpecificLocalTime 将系统时间转换成地方时间  
ToAscii 根据当前的扫描码和键盘信息，将一个虚拟键转换成ASCII字符  
ToUnicode 根据当前的扫描码和键盘信息，将一个虚拟键转换成Unicode字符  
UnloadKeyboardLayout 卸载指定的键盘布局  
VkKeyScan 针对Windows字符集中一个ASCII字符，判断虚拟键码和Shift键的状态  
  
11. API之进程和线程函数  
  
CancelWaitableTimer 这个函数用于取消一个可以等待下去的计时器操作  
CallNamedPipe 这个函数由一个希望通过管道通信的一个客户进程调用  
ConnectNamedPipe 指示一台服务器等待下去，直至客户机同一个命名管道连接  
CreateEvent 创建一个事件对象  
CreateMailslot 创建一个邮路。返回的句柄由邮路服务器使用（收件人）  
CreateMutex 创建一个互斥体（MUTEX）  
CreateNamedPipe 创建一个命名管道。返回的句柄由管道的服务器端使用  
CreatePipe 创建一个匿名管道  
CreateProcess 创建一个新进程（比如执行一个程序）  
CreateSemaphore 创建一个新的信号机  
CreateWaitableTimer 创建一个可等待的计时器对象  
DisconnectNamedPipe 断开一个客户与一个命名管道的连接  
DuplicateHandle 在指出一个现有系统对象当前句柄的情况下，为那个对象创建一个新句柄  
ExitProcess 中止一个进程  
FindCloseChangeNotification 关闭一个改动通知对象  
FindExecutable 查找与一个指定文件关联在一起的程序的文件名  
FindFirstChangeNotification 创建一个文件通知对象。该对象用于监视文件系统发生的变化  
FindNextChangeNotification 重设一个文件改变通知对象，令其继续监视下一次变化  
FreeLibrary 释放指定的动态链接库  
GetCurrentProcess 获取当前进程的一个伪句柄  
GetCurrentProcessId 获取当前进程一个唯一的标识符  
GetCurrentThread 获取当前线程的一个伪句柄  
GetCurrentThreadId 获取当前线程一个唯一的线程标识符  
GetExitCodeProces 获取一个已中断进程的退出代码  
GetExitCodeThread 获取一个已中止线程的退出代码  
GetHandleInformation 获取与一个系统对象句柄有关的信息  
GetMailslotInfo 获取与一个邮路有关的信息  
GetModuleFileName 获取一个已装载模板的完整路径名称  
GetModuleHandle 获取一个应用程序或动态链接库的模块句柄  
GetPriorityClass 获取特定进程的优先级别  
GetProcessShutdownParameters 调查系统关闭时一个指定的进程相对于其它进程的关闭早迟情况  
GetProcessTimes 获取与一个进程的经过时间有关的信息  
GetProcessWorkingSetSize 了解一个应用程序在运行过程中实际向它交付了多大容量的内存  
GetSartupInfo 获取一个进程的启动信息  
GetThreadPriority 获取特定线程的优先级别  
GetTheardTimes 获取与一个线程的经过时间有关的信息  
GetWindowThreadProcessId 获取与指定窗口关联在一起的一个进程和线程标识符  
LoadLibrary 载入指定的动态链接库，并将它映射到当前进程使用的地址空间  
LoadLibraryEx 装载指定的动态链接库，并为当前进程把它映射到地址空间  
LoadModule 载入一个Windows应用程序，并在指定的环境中运行  
MsgWaitForMultipleObjects 等侯单个对象或一系列对象发出信号。如返回条件已经满足，则立即返回  
SetPriorityClass 设置一个进程的优先级别  
SetProcessShutdownParameters 在系统关闭期间，为指定进程设置他相对于其它程序的关闭顺序  
SetProcessWorkingSetSize 设置操作系统实际划分给进程使用的内存容量  
SetThreadPriority 设定线程的优先级别  
ShellExecute 查找与指定文件关联在一起的程序的文件名  
TerminateProcess 结束一个进程  
WinExec 运行指定的程序  
  
12. API之控件与消息函数  
  
AdjustWindowRect 给定一种窗口样式，计算获得目标客户区矩形所需的窗口大小  
AnyPopup 判断屏幕上是否存在任何弹出式窗口  
ArrangeIconicWindows 排列一个父窗口的最小化子窗口  
AttachThreadInput 连接线程输入函数  
BeginDeferWindowPos 启动构建一系列新窗口位置的过程  
BringWindowToTop 将指定的窗口带至窗口列表顶部  
CascadeWindows 以层叠方式排列窗口  
ChildWindowFromPoint 返回父窗口中包含了指定点的第一个子窗口的句柄  
ClientToScreen 判断窗口内以客户区坐标表示的一个点的屏幕坐标  
CloseWindow 最小化指定的窗口  
CopyRect 矩形内容复制  
DeferWindowPos 该函数为特定的窗口指定一个新窗口位置  
DestroyWindow 清除指定的窗口以及它的所有子窗口  
DrawAnimatedRects 描绘一系列动态矩形  
EnableWindow 指定的窗口里允许或禁止所有鼠标及键盘输入  
EndDeferWindowPos 同时更新DeferWindowPos调用时指定的所有窗口的位置及状态  
EnumChildWindows 为指定的父窗口枚举子窗口  
EnumThreadWindows 枚举与指定任务相关的窗口  
EnumWindows 枚举窗口列表中的所有父窗口  
EqualRect 判断两个矩形结构是否相同  
FindWindow 寻找窗口列表中第一个符合指定条件的顶级窗口  
FindWindowEx 在窗口列表中寻找与指定条件相符的第一个子窗口  
FlashWindow 闪烁显示指定窗口  
GetActiveWindow 获得活动窗口的句柄  
GetCapture 获得一个窗口的句柄，这个窗口位于当前输入线程，且拥有鼠标捕获（鼠标活动由它接收）  
GetClassInfo 取得WNDCLASS结构（或WNDCLASSEX结构）的一个副本，结构中包含了与指定类有关的信息  
GetClassLong 取得窗口类的一个Long变量条目  
GetClassName 为指定的窗口取得类名  
GetClassWord 为窗口类取得一个整数变量  
GetClientRect 返回指定窗口客户区矩形的大小  
GetDesktopWindow 获得代表整个屏幕的一个窗口（桌面窗口）句柄  
GetFocus 获得拥有输入焦点的窗口的句柄  
GetForegroundWindow 获得前台窗口的句柄  
GetLastActivePopup 获得在一个给定父窗口中最近激活过的弹出式窗口的句柄  
GetParent 判断指定窗口的父窗口  
GetTopWindow 搜索内部窗口列表，寻找隶属于指定窗口的头一个窗口的句柄  
GetUpdateRect 获得一个矩形，它描叙了指定窗口中需要更新的那一部分  
GetWindow 获得一个窗口的句柄，该窗口与某源窗口有特定的关系  
GetWindowContextHelpId 取得与窗口关联在一起的帮助场景ID  
GetWindowLong 从指定窗口的结构中取得信息  
GetWindowPlacement 获得指定窗口的状态及位置信息  
GetWindowRect 获得整个窗口的范围矩形，窗口的边框、标题栏、滚动条及菜单等都在这个矩形内  
GetWindowText 取得一个窗体的标题（caption）文字，或者一个控件的内容  
GetWindowTextLength 调查窗口标题文字或控件内容的长短  
GetWindowWord 获得指定窗口结构的信息  
InflateRect 增大或减小一个矩形的大小  
IntersectRect 这个函数在lpDestRect里载入一个矩形，它是lpSrc1Rect与lpSrc2Rect两个矩形的交集  
InvalidateRect 屏蔽一个窗口客户区的全部或部分区域  
IsChild 判断一个窗口是否为另一窗口的子或隶属窗口  
IsIconic 判断窗口是否已最小化  
IsRectEmpty 判断一个矩形是否为空  
IsWindow 判断一个窗口句柄是否有效  
IsWindowEnabled 判断窗口是否处于活动状态  
IsWindowUnicode 判断一个窗口是否为Unicode窗口。这意味着窗口为所有基于文本的消息都接收Unicode文字  
IsWindowVisible 判断窗口是否可见  
IsZoomed 判断窗口是否最大化  
LockWindowUpdate 锁定指定窗口，禁止它更新  
MapWindowPoints 将一个窗口客户区坐标的点转换到另一窗口的客户区坐标系统  
MoveWindow 改变指定窗口的位置和大小  
OffsetRect 通过应用一个指定的偏移，从而让矩形移动起来  
OpenIcon 恢复一个最小化的程序，并将其激活  
PtInRect 判断指定的点是否位于矩形内部  
RedrawWindow 重画全部或部分窗口  
ReleaseCapture 为当前的应用程序释放鼠标捕获  
ScreenToClient 判断屏幕上一个指定点的客户区坐标  
ScrollWindow 滚动窗口客户区的全部或一部分  
ScrollWindowEx 根据附加的选项，滚动窗口客户区的全部或部分  
SetActiveWindow 激活指定的窗口  
SetCapture 将鼠标捕获设置到指定的窗口  
SetClassLong 为窗口类设置一个Long变量条目  
SetClassWord 为窗口类设置一个条目  
SetFocusAPI 将输入焦点设到指定的窗口。如有必要，会激活窗口  
SetForegroundWindow 将窗口设为系统的前台窗口  
SetParent 指定一个窗口的新父  
SetRect 设置指定矩形的内容  
SetRectEmpty 将矩形设为一个空矩形  
SetWindowContextHelpId 为指定的窗口设置帮助场景（上下文）ID  
SetWindowLong 在窗口结构中为指定的窗口设置信息  
SetWindowPlacement 设置窗口状态和位置信息  
SetWindowPos 为窗口指定一个新位置和状态  
SetWindowText 设置窗口的标题文字或控件的内容  
SetWindowWord 在窗口结构中为指定的窗口设置信息  
ShowOwnedPopups 显示或隐藏由指定窗口所有的全部弹出式窗口  
ShowWindow 控制窗口的可见性  
ShowWindowAsync 与ShowWindow相似  
SubtractRect 装载矩形lprcDst，它是在矩形lprcSrc1中减去lprcSrc2得到的结果  
TileWindows 以平铺顺序排列窗口  
UnionRect 装载一个lpDestRect目标矩形，它是lpSrc1Rect和lpSrc2Rect联合起来的结果  
UpdateWindow 强制立即更新窗口  
ValidateRect 校验窗口的全部或部分客户区  
WindowFromPoint 返回包含了指定点的窗口的句柄。忽略屏蔽、隐藏以及透明窗口

消息，就是指Windows发出的一个通知，告诉应用程序某个事情发生了。例如，单击鼠标、改变窗口尺寸、按下键盘上的一个键都会使Windows 发送一个消息给应用程序。消息本身是作为一个记录传递给应用程序的，这个记录中包含了消息的类型以及其他信息。例如，对于单击鼠标所产生的消息来说，这个 记录中包含了单击鼠标时的坐标。这个记录类型叫做TMsg，

它在Windows单元中是这样声明的：  
type  
TMsg = packed record  
hwnd: HWND; / /窗口句柄  
message: UINT; / /消息常量标识符  
wParam: WPARAM ; // 32位消息的特定附加信息  
lParam: LPARAM ; // 32位消息的特定附加信息  
time: DWORD; / /消息创建时的时间  
pt: TPoint; / /消息创建时的鼠标位置  
end;
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再补一点消息详解  
消息中有什么？  
是否觉得一个消息记录中的信息像希腊语一样？如果是这样，那么看一看下面的解释：  
hwnd 32位的窗口句柄。窗口可以是任何类型的屏幕对象，因为Win32能够维护大多数可视对象的句柄(窗口、对话框、按钮、编辑框等)。  
message 用于区别其他消息的常量值，这些常量可以是Windows单元中预定义的常量，也可以是自定义的常量。  
wParam 通常是一个与消息有关的常量值，也可能是窗口或控件的句柄。  
lParam 通常是一个指向内存中数据的指针。由于W P a r a m、l P a r a m和P o i n t e r都是3 2位的，  
因此，它们之间可以相互转换。

WM\_NULL = $0000;  
WM\_CREATE = $0001;  
应用程序创建一个窗口  
WM\_DESTROY = $0002;  
一个窗口被销毁  
WM\_MOVE = $0003;  
移动一个窗口  
WM\_SIZE = $0005;  
改变一个窗口的大小  
WM\_ACTIVATE = $0006;  
一个窗口被激活或失去激活状态；  
WM\_SETFOCUS = $0007;  
获得焦点后  
WM\_KILLFOCUS = $0008;  
失去焦点  
WM\_ENABLE = $000A;  
改变enable状态  
WM\_SETREDRAW = $000B;  
设置窗口是否能重画  
WM\_SETTEXT = $000C;  
应用程序发送此消息来设置一个窗口的文本  
WM\_GETTEXT = $000D;  
应用程序发送此消息来复制对应窗口的文本到缓冲区  
WM\_GETTEXTLENGTH = $000E;  
得到与一个窗口有关的文本的长度（不包含空字符）  
WM\_PAINT = $000F;  
要求一个窗口重画自己  
WM\_CLOSE = $0010;  
当一个窗口或应用程序要关闭时发送一个信号  
WM\_QUERYENDSESSION = $0011;  
当用户选择结束对话框或程序自己调用ExitWindows函数  
WM\_QUIT = $0012;  
用来结束程序运行或当程序调用postquitmessage函数  
WM\_QUERYOPEN = $0013;  
当用户窗口恢复以前的大小位置时，把此消息发送给某个图标  
WM\_ERASEBKGND = $0014;  
当窗口背景必须被擦除时（例在窗口改变大小时）  
WM\_SYSCOLORCHANGE = $0015;  
当系统颜色改变时，发送此消息给所有顶级窗口  
WM\_ENDSESSION = $0016;  
当系统进程发出WM\_QUERYENDSESSION消息后，此消息发送给应用程序，  
通知它对话是否结束  
WM\_SYSTEMERROR = $0017;  
WM\_SHOWWINDOW = $0018;  
当隐藏或显示窗口是发送此消息给这个窗口  
WM\_ACTIVATEAPP = $001C;  
发此消息给应用程序哪个窗口是激活的，哪个是非激活的；  
WM\_FONTCHANGE = $001D;  
当系统的字体资源库变化时发送此消息给所有顶级窗口  
WM\_TIMECHANGE = $001E;  
当系统的时间变化时发送此消息给所有顶级窗口  
WM\_CANCELMODE = $001F;  
发送此消息来取消某种正在进行的摸态（操作）  
WM\_SETCURSOR = $0020;  
如果鼠标引起光标在某个窗口中移动且鼠标输入没有被捕获时，就发消息给某个窗口  
WM\_MOUSEACTIVATE = $0021;  
当光标在某个非激活的窗口中而用户正按着鼠标的某个键发送此消息给当前窗口  
WM\_CHILDACTIVATE = $0022;  
发送此消息给MDI子窗口当用户点击此窗口的标题栏，或当窗口被激活，移动，改变大小  
WM\_QUEUESYNC = $0023;  
此消息由基于计算机的训练程序发送，通过WH\_JOURNALPALYBACK的hook程序  
分离出用户输入消息  
WM\_GETMINMAXINFO = $0024;  
此消息发送给窗口当它将要改变大小或位置；  
WM\_PAINTICON = $0026;  
发送给最小化窗口当它图标将要被重画  
WM\_ICONERASEBKGND = $0027;  
此消息发送给某个最小化窗口，仅当它在画图标前它的背景必须被重画  
WM\_NEXTDLGCTL = $0028;  
发送此消息给一个对话框程序去更改焦点位置  
WM\_SPOOLERSTATUS = $002A;  
每当打印管理列队增加或减少一条作业时发出此消息  
WM\_DRAWITEM = $002B;  
当button，combobox，listbox，menu的可视外观改变时发送  
此消息给这些空件的所有者  
WM\_MEASUREITEM = $002C;  
当button, combo box, list box, list view control, or menu item 被创建时  
发送此消息给控件的所有者  
WM\_DELETEITEM = $002D;  
当the list box 或 combo box 被销毁 或 当 某些项被删除通过LB\_DELETESTRING, LB\_RESETCONTENT, CB\_DELETESTRING, or CB\_RESETCONTENT 消息  
WM\_VKEYTOITEM = $002E;  
此消息有一个LBS\_WANTKEYBOARDINPUT风格的发出给它的所有者来响应WM\_KEYDOWN消息  
WM\_CHARTOITEM = $002F;  
此消息由一个LBS\_WANTKEYBOARDINPUT风格的列表框发送给他的所有者来响应WM\_CHAR消息  
WM\_SETFONT = $0030;  
当绘制文本时程序发送此消息得到控件要用的颜色  
WM\_GETFONT = $0031;  
应用程序发送此消息得到当前控件绘制文本的字体  
WM\_SETHOTKEY = $0032;  
应用程序发送此消息让一个窗口与一个热键相关连  
WM\_GETHOTKEY = $0033;  
应用程序发送此消息来判断热键与某个窗口是否有关联  
WM\_QUERYDRAGICON = $0037;  
此消息发送给最小化窗口，当此窗口将要被拖放而它的类中没有定义图标，应用程序能返回一个图标或光标的句柄，当用户拖放图标时系统显示这个图标或光标  
WM\_COMPAREITEM = $0039;  
发送此消息来判定combobox或listbox新增加的项的相对位置  
WM\_GETOBJECT = $003D;  
WM\_COMPACTING = $0041;  
显示内存已经很少了  
WM\_WINDOWPOSCHANGING = $0046;  
发送此消息给那个窗口的大小和位置将要被改变时，来调用setwindowpos函数或其它窗口管理函数  
WM\_WINDOWPOSCHANGED = $0047;  
发送此消息给那个窗口的大小和位置已经被改变时，来调用setwindowpos函数或其它窗口管理函数  
WM\_POWER = $0048;（适用于16位的windows）  
当系统将要进入暂停状态时发送此消息  
WM\_COPYDATA = $004A;  
当一个应用程序传递数据给另一个应用程序时发送此消息  
WM\_CANCELJOURNAL = $004B;  
当某个用户取消程序日志激活状态，提交此消息给程序  
WM\_NOTIFY = $004E;  
当某个控件的某个事件已经发生或这个控件需要得到一些信息时，发送此消息给它的父窗口  
WM\_INPUTLANGCHANGEREQUEST = $0050;  
当用户选择某种输入语言，或输入语言的热键改变  
WM\_INPUTLANGCHANGE = $0051;  
当平台现场已经被改变后发送此消息给受影响的最顶级窗口  
WM\_TCARD = $0052;  
当程序已经初始化windows帮助例程时发送此消息给应用程序  
WM\_HELP = $0053;  
此消息显示用户按下了F1，如果某个菜单是激活的，就发送此消息个此窗口关联的菜单，否则就  
发送给有焦点的窗口，如果当前都没有焦点，就把此消息发送给当前激活的窗口  
WM\_USERCHANGED = $0054;  
当用户已经登入或退出后发送此消息给所有的窗口，当用户登入或退出时系统更新用户的具体  
设置信息，在用户更新设置时系统马上发送此消息；  
WM\_NOTIFYFORMAT = $0055;  
公用控件，自定义控件和他们的父窗口通过此消息来判断控件是使用ANSI还是UNICODE结构  
在WM\_NOTIFY消息，使用此控件能使某个控件与它的父控件之间进行相互通信  
WM\_CONTEXTMENU = $007B;  
当用户某个窗口中点击了一下右键就发送此消息给这个窗口  
WM\_STYLECHANGING = $007C;  
当调用SETWINDOWLONG函数将要改变一个或多个 窗口的风格时发送此消息给那个窗口  
WM\_STYLECHANGED = $007D;  
当调用SETWINDOWLONG函数一个或多个 窗口的风格后发送此消息给那个窗口  
WM\_DISPLAYCHANGE = $007E;  
当显示器的分辨率改变后发送此消息给所有的窗口  
WM\_GETICON = $007F;  
此消息发送给某个窗口来返回与某个窗口有关连的大图标或小图标的句柄；  
WM\_SETICON = $0080;  
程序发送此消息让一个新的大图标或小图标与某个窗口关联；  
WM\_NCCREATE = $0081;  
当某个窗口第一次被创建时，此消息在WM\_CREATE消息发送前发送；  
WM\_NCDESTROY = $0082;  
此消息通知某个窗口，非客户区正在销毁  
WM\_NCCALCSIZE = $0083;  
当某个窗口的客户区域必须被核算时发送此消息  
WM\_NCHITTEST = $0084;//移动鼠标，按住或释放鼠标时发生  
WM\_NCPAINT = $0085;  
程序发送此消息给某个窗口当它（窗口）的框架必须被绘制时；  
WM\_NCACTIVATE = $0086;  
此消息发送给某个窗口 仅当它的非客户区需要被改变来显示是激活还是非激活状态；  
WM\_GETDLGCODE = $0087;  
发送此消息给某个与对话框程序关联的控件，widdows控制方位键和TAB键使输入进入此控件  
通过响应WM\_GETDLGCODE消息，应用程序可以把他当成一个特殊的输入控件并能处理它  
WM\_NCMOUSEMOVE = $00A0;  
当光标在一个窗口的非客户区内移动时发送此消息给这个窗口 //非客户区为：窗体的标题栏及窗  
的边框体  
WM\_NCLBUTTONDOWN = $00A1;  
当光标在一个窗口的非客户区同时按下鼠标左键时提交此消息  
WM\_NCLBUTTONUP = $00A2;  
当用户释放鼠标左键同时光标某个窗口在非客户区十发送此消息；  
WM\_NCLBUTTONDBLCLK = $00A3;  
当用户双击鼠标左键同时光标某个窗口在非客户区十发送此消息  
WM\_NCRBUTTONDOWN = $00A4;  
当用户按下鼠标右键同时光标又在窗口的非客户区时发送此消息  
WM\_NCRBUTTONUP = $00A5;  
当用户释放鼠标右键同时光标又在窗口的非客户区时发送此消息  
WM\_NCRBUTTONDBLCLK = $00A6;  
当用户双击鼠标右键同时光标某个窗口在非客户区十发送此消息  
WM\_NCMBUTTONDOWN = $00A7;  
当用户按下鼠标中键同时光标又在窗口的非客户区时发送此消息  
WM\_NCMBUTTONUP = $00A8;  
当用户释放鼠标中键同时光标又在窗口的非客户区时发送此消息  
WM\_NCMBUTTONDBLCLK = $00A9;  
当用户双击鼠标中键同时光标又在窗口的非客户区时发送此消息  
WM\_KEYFIRST = $0100;  
WM\_KEYDOWN = $0100;  
//按下一个键  
WM\_KEYUP = $0101;  
//释放一个键  
WM\_CHAR = $0102;  
//按下某键，并已发出WM\_KEYDOWN， WM\_KEYUP消息  
WM\_DEADCHAR = $0103;  
当用translatemessage函数翻译WM\_KEYUP消息时发送此消息给拥有焦点的窗口  
WM\_SYSKEYDOWN = $0104;  
当用户按住ALT键同时按下其它键时提交此消息给拥有焦点的窗口；  
WM\_SYSKEYUP = $0105;  
当用户释放一个键同时ALT 键还按着时提交此消息给拥有焦点的窗口  
WM\_SYSCHAR = $0106;  
当WM\_SYSKEYDOWN消息被TRANSLATEMESSAGE函数翻译后提交此消息给拥有焦点的窗口  
WM\_SYSDEADCHAR = $0107;  
当WM\_SYSKEYDOWN消息被TRANSLATEMESSAGE函数翻译后发送此消息给拥有焦点的窗口  
WM\_KEYLAST = $0108;  
WM\_INITDIALOG = $0110;  
在一个对话框程序被显示前发送此消息给它，通常用此消息初始化控件和执行其它任务  
WM\_COMMAND = $0111;  
当用户选择一条菜单命令项或当某个控件发送一条消息给它的父窗口，一个快捷键被翻译  
WM\_SYSCOMMAND = $0112;  
当用户选择窗口菜单的一条命令或当用户选择最大化或最小化时那个窗口会收到此消息  
WM\_TIMER = $0113; //发生了定时器事件  
WM\_HSCROLL = $0114;  
当一个窗口标准水平滚动条产生一个滚动事件时发送此消息给那个窗口，也发送给拥有它的控件  
WM\_VSCROLL = $0115;  
当一个窗口标准垂直滚动条产生一个滚动事件时发送此消息给那个窗口也，发送给拥有它的控件 WM\_INITMENU = $0116;  
当一个菜单将要被激活时发送此消息，它发生在用户菜单条中的某项或按下某个菜单键，它允许程序在显示前更改菜单  
WM\_INITMENUPOPUP = $0117;  
当一个下拉菜单或子菜单将要被激活时发送此消息，它允许程序在它显示前更改菜单，而不要改变全部  
WM\_MENUSELECT = $011F;  
当用户选择一条菜单项时发送此消息给菜单的所有者（一般是窗口）  
WM\_MENUCHAR = $0120;  
当菜单已被激活用户按下了某个键（不同于加速键），发送此消息给菜单的所有者；  
WM\_ENTERIDLE = $0121;  
当一个模态对话框或菜单进入空载状态时发送此消息给它的所有者，一个模态对话框或菜单进入空载状态就是在处理完一条或几条先前的消息后没有消息它的列队中等待  
WM\_MENURBUTTONUP = $0122;  
WM\_MENUDRAG = $0123;  
WM\_MENUGETOBJECT = $0124;  
WM\_UNINITMENUPOPUP = $0125;  
WM\_MENUCOMMAND = $0126;  
WM\_CHANGEUISTATE = $0127;  
WM\_UPDATEUISTATE = $0128;  
WM\_QUERYUISTATE = $0129;  
WM\_CTLCOLORMSGBOX = $0132;  
在windows绘制消息框前发送此消息给消息框的所有者窗口，通过响应这条消息，所有者窗口可以通过使用给定的相关显示设备的句柄来设置消息框的文本和背景颜色  
WM\_CTLCOLOREDIT = $0133;  
当一个编辑型控件将要被绘制时发送此消息给它的父窗口；通过响应这条消息，所有者窗口可以通过使用给定的相关显示设备的句柄来设置编辑框的文本和背景颜色  
WM\_CTLCOLORLISTBOX = $0134;  
当一个列表框控件将要被绘制前发送此消息给它的父窗口；通过响应这条消息，所有者窗口可以通过使用给定的相关显示设备的句柄来设置列表框的文本和背景颜色  
WM\_CTLCOLORBTN = $0135;  
当一个按钮控件将要被绘制时发送此消息给它的父窗口；通过响应这条消息，所有者窗口可以通过使用给定的相关显示设备的句柄来设置按纽的文本和背景颜色  
WM\_CTLCOLORDLG = $0136;  
当一个对话框控件将要被绘制前发送此消息给它的父窗口；通过响应这条消息，所有者窗口可以通过使用给定的相关显示设备的句柄来设置对话框的文本背景颜色  
WM\_CTLCOLORSCROLLBAR= $0137;  
当一个滚动条控件将要被绘制时发送此消息给它的父窗口；通过响应这条消息，所有者窗口可以通过使用给定的相关显示设备的句柄来设置滚动条的背景颜色  
WM\_CTLCOLORSTATIC = $0138;  
当一个静态控件将要被绘制时发送此消息给它的父窗口；通过响应这条消息，所有者窗口可以通过使用给定的相关显示设备的句柄来设置静态控件的文本和背景颜色  
WM\_MOUSEFIRST = $0200;  
WM\_MOUSEMOVE = $0200;  
// 移动鼠标  
WM\_LBUTTONDOWN = $0201;  
//按下鼠标左键  
WM\_LBUTTONUP = $0202;  
//释放鼠标左键  
WM\_LBUTTONDBLCLK = $0203;  
//双击鼠标左键  
WM\_RBUTTONDOWN = $0204;  
//按下鼠标右键  
WM\_RBUTTONUP = $0205;  
//释放鼠标右键  
WM\_RBUTTONDBLCLK = $0206;  
//双击鼠标右键  
WM\_MBUTTONDOWN = $0207;  
//按下鼠标中键  
WM\_MBUTTONUP = $0208;  
//释放鼠标中键  
WM\_MBUTTONDBLCLK = $0209;  
//双击鼠标中键  
WM\_MOUSEWHEEL = $020A;  
当鼠标轮子转动时发送此消息个当前有焦点的控件  
WM\_MOUSELAST = $020A;  
WM\_PARENTNOTIFY = $0210;  
当MDI子窗口被创建或被销毁，或用户按了一下鼠标键而光标在子窗口上时发送此消息给它的父窗口  
WM\_ENTERMENULOOP = $0211;  
发送此消息通知应用程序的主窗口that已经进入了菜单循环模式  
WM\_EXITMENULOOP = $0212;  
发送此消息通知应用程序的主窗口that已退出了菜单循环模式  
WM\_NEXTMENU = $0213;  
WM\_SIZING = 532;  
当用户正在调整窗口大小时发送此消息给窗口；通过此消息应用程序可以监视窗口大小和位置也可以修改他们  
WM\_CAPTURECHANGED = 533;  
发送此消息 给窗口当它失去捕获的鼠标时；  
WM\_MOVING = 534;  
当用户在移动窗口时发送此消息，通过此消息应用程序可以监视窗口大小和位置也可以修改他们；  
WM\_POWERBROADCAST = 536;  
此消息发送给应用程序来通知它有关电源管理事件；  
WM\_DEVICECHANGE = 537;  
当设备的硬件配置改变时发送此消息给应用程序或设备驱动程序  
WM\_IME\_STARTCOMPOSITION = $010D;  
WM\_IME\_ENDCOMPOSITION = $010E;  
WM\_IME\_COMPOSITION = $010F;  
WM\_IME\_KEYLAST = $010F;  
WM\_IME\_SETCONTEXT = $0281;  
WM\_IME\_NOTIFY = $0282;  
WM\_IME\_CONTROL = $0283;  
WM\_IME\_COMPOSITIONFULL = $0284;  
WM\_IME\_SELECT = $0285;  
WM\_IME\_CHAR = $0286;  
WM\_IME\_REQUEST = $0288;  
WM\_IME\_KEYDOWN = $0290;  
WM\_IME\_KEYUP = $0291;  
WM\_MDICREATE = $0220;  
应用程序发送此消息给多文档的客户窗口来创建一个MDI 子窗口  
WM\_MDIDESTROY = $0221;  
应用程序发送此消息给多文档的客户窗口来关闭一个MDI 子窗口  
WM\_MDIACTIVATE = $0222;  
应用程序发送此消息给多文档的客户窗口通知客户窗口激活另一个MDI子窗口，当客户窗口收到此消息后，它发出WM\_MDIACTIVE消息给MDI子窗口（未激活）激活它；  
WM\_MDIRESTORE = $0223;  
程序 发送此消息给MDI客户窗口让子窗口从最大最小化恢复到原来大小  
WM\_MDINEXT = $0224;  
程序 发送此消息给MDI客户窗口激活下一个或前一个窗口  
WM\_MDIMAXIMIZE = $0225;  
程序发送此消息给MDI客户窗口来最大化一个MDI子窗口；  
WM\_MDITILE = $0226;  
程序 发送此消息给MDI客户窗口以平铺方式重新排列所有MDI子窗口  
WM\_MDICASCADE = $0227;  
程序 发送此消息给MDI客户窗口以层叠方式重新排列所有MDI子窗口  
WM\_MDIICONARRANGE = $0228;  
程序 发送此消息给MDI客户窗口重新排列所有最小化的MDI子窗口  
WM\_MDIGETACTIVE = $0229;  
程序 发送此消息给MDI客户窗口来找到激活的子窗口的句柄  
WM\_MDISETMENU = $0230;  
程序 发送此消息给MDI客户窗口用MDI菜单代替子窗口的菜单  
WM\_ENTERSIZEMOVE = $0231;  
WM\_EXITSIZEMOVE = $0232;  
WM\_DROPFILES = $0233;  
WM\_MDIREFRESHMENU = $0234;  
WM\_MOUSEHOVER = $02A1;  
WM\_MOUSELEAVE = $02A3;  
WM\_CUT = $0300;  
程序发送此消息给一个编辑框或combobox来删除当前选择的文本  
WM\_COPY = $0301;  
程序发送此消息给一个编辑框或combobox来复制当前选择的文本到剪贴板  
WM\_PASTE = $0302;  
程序发送此消息给editcontrol或combobox从剪贴板中得到数据  
WM\_CLEAR = $0303;  
程序发送此消息给editcontrol或combobox清除当前选择的内容；  
WM\_UNDO = $0304;  
程序发送此消息给editcontrol或combobox撤消最后一次操作  
WM\_RENDERFORMAT = $0305；

WM\_RENDERALLFORMATS = $0306;  
WM\_DESTROYCLIPBOARD = $0307;  
当调用ENPTYCLIPBOARD函数时 发送此消息给剪贴板的所有者  
WM\_DRAWCLIPBOARD = $0308;  
当剪贴板的内容变化时发送此消息给剪贴板观察链的第一个窗口；它允许用剪贴板观察窗口来  
显示剪贴板的新内容；  
WM\_PAINTCLIPBOARD = $0309;  
当剪贴板包含CF\_OWNERDIPLAY格式的数据并且剪贴板观察窗口的客户区需要重画；  
WM\_VSCROLLCLIPBOARD = $030A;  
WM\_SIZECLIPBOARD = $030B;  
当剪贴板包含CF\_OWNERDIPLAY格式的数据并且剪贴板观察窗口的客户区域的大小已经改变是此消息通过剪贴板观察窗口发送给剪贴板的所有者；  
WM\_ASKCBFORMATNAME = $030C;  
通过剪贴板观察窗口发送此消息给剪贴板的所有者来请求一个CF\_OWNERDISPLAY格式的剪贴板的名字  
WM\_CHANGECBCHAIN = $030D;  
当一个窗口从剪贴板观察链中移去时发送此消息给剪贴板观察链的第一个窗口；  
WM\_HSCROLLCLIPBOARD = $030E;  
此消息通过一个剪贴板观察窗口发送给剪贴板的所有者 ；它发生在当剪贴板包含CFOWNERDISPALY格式的数据并且有个事件在剪贴板观察窗的水平滚动条上；所有者应滚动剪贴板图象并更新滚动条的值；  
WM\_QUERYNEWPALETTE = $030F;  
此消息发送给将要收到焦点的窗口，此消息能使窗口在收到焦点时同时有机会实现他的逻辑调色板  
WM\_PALETTEISCHANGING= $0310;  
当一个应用程序正要实现它的逻辑调色板时发此消息通知所有的应用程序  
WM\_PALETTECHANGED = $0311;  
此消息在一个拥有焦点的窗口实现它的逻辑调色板后发送此消息给所有顶级并重叠的窗口，以此来改变系统调色板  
WM\_HOTKEY = $0312;  
当用户按下由REGISTERHOTKEY函数注册的热键时提交此消息  
WM\_PRINT = 791;  
应用程序发送此消息仅当WINDOWS或其它应用程序发出一个请求要求绘制一个应用程序的一部分；  
WM\_PRINTCLIENT = 792;  
WM\_HANDHELDFIRST = 856;  
WM\_HANDHELDLAST = 863;  
WM\_PENWINFIRST = $0380;  
WM\_PENWINLAST = $038F;  
WM\_COALESCE\_FIRST = $0390;  
WM\_COALESCE\_LAST = $039F;  
WM\_DDE\_FIRST = $03E0;  
WM\_DDE\_INITIATE = WM\_DDE\_FIRST + 0;  
一个DDE客户程序提交此消息开始一个与服务器程序的会话来响应那个指定的程序和主题名；  
WM\_DDE\_TERMINATE = WM\_DDE\_FIRST + 1;  
一个DDE应用程序（无论是客户还是服务器）提交此消息来终止一个会话；  
WM\_DDE\_ADVISE = WM\_DDE\_FIRST + 2;  
一个DDE客户程序提交此消息给一个DDE服务程序来请求服务器每当数据项改变时更新它  
WM\_DDE\_UNADVISE = WM\_DDE\_FIRST + 3;  
一个DDE客户程序通过此消息通知一个DDE服务程序不更新指定的项或一个特殊的剪贴板格式的项  
WM\_DDE\_ACK = WM\_DDE\_FIRST + 4;  
此消息通知一个DDE（动态数据交换）程序已收到并正在处理WM\_DDE\_POKE, WM\_DDE\_EXECUTE, WM\_DDE\_DATA, WM\_DDE\_ADVISE, WM\_DDE\_UNADVISE, or WM\_DDE\_INITIAT消息  
WM\_DDE\_DATA = WM\_DDE\_FIRST + 5;  
一个DDE服务程序提交此消息给DDE客户程序来传递个一数据项给客户或通知客户的一条可用数据项  
WM\_DDE\_REQUEST = WM\_DDE\_FIRST + 6;  
一个DDE客户程序提交此消息给一个DDE服务程序来请求一个数据项的值；  
WM\_DDE\_POKE = WM\_DDE\_FIRST + 7;  
一个DDE客户程序提交此消息给一个DDE服务程序，客户使用此消息来请求服务器接收一个未经同意的数据项；服务器通过答复WM\_DDE\_ACK消息提示是否它接收这个数据项；  
WM\_DDE\_EXECUTE = WM\_DDE\_FIRST + 8;  
一个DDE客户程序提交此消息给一个DDE服务程序来发送一个字符串给服务器让它象串行命令一样被处理，服务器通过提交WM\_DDE\_ACK消息来作回应；  
WM\_DDE\_LAST = WM\_DDE\_FIRST + 8;  
WM\_APP = $8000;  
WM\_USER = $0400;  
此消息能帮助应用程序自定义私有消息；  
/////////////////////////////////////////////////////////////////////  
通 知消息(Notification message)是指这样一种消息，一个窗口内的子控件发生了一些事情，需要通知父窗口。通知消息只适用于标准的窗口控件如按钮、列表框、组合框、编辑 框，以及Windows 95公共控件如树状视图、列表视图等。例如，单击或双击一个控件、在控件中选择部分文本、操作控件的滚动条都会产生通知消息。  
按扭  
B N \_ C L I C K E D //用户单击了按钮  
B N \_ D I S A B L E //按钮被禁止  
B N \_ D O U B L E C L I C K E D //用户双击了按钮  
B N \_ H I L I T E //用户加亮了按钮  
B N \_ PA I N T按钮应当重画  
B N \_ U N H I L I T E加亮应当去掉  
组合框  
C B N \_ C L O S E U P组合框的列表框被关闭  
C B N \_ D B L C L K用户双击了一个字符串  
C B N \_ D R O P D O W N组合框的列表框被拉出  
C B N \_ E D I T C H A N G E用户修改了编辑框中的文本  
C B N \_ E D I T U P D AT E编辑框内的文本即将更新  
C B N \_ E R R S PA C E组合框内存不足  
C B N \_ K I L L F O C U S组合框失去输入焦点  
C B N \_ S E L C H A N G E在组合框中选择了一项  
C B N \_ S E L E N D C A N C E L用户的选择应当被取消  
C B N \_ S E L E N D O K用户的选择是合法的  
C B N \_ S E T F O C U S组合框获得输入焦点  
编辑框  
E N \_ C H A N G E编辑框中的文本己更新  
E N \_ E R R S PA C E编辑框内存不足  
E N \_ H S C R O L L用户点击了水平滚动条  
E N \_ K I L L F O C U S编辑框正在失去输入焦点  
E N \_ M A X T E X T插入的内容被截断  
E N \_ S E T F O C U S编辑框获得输入焦点  
E N \_ U P D AT E编辑框中的文本将要更新  
E N \_ V S C R O L L用户点击了垂直滚动条消息含义  
列表框  
L B N \_ D B L C L K用户双击了一项  
L B N \_ E R R S PA C E列表框内存不够  
L B N \_ K I L L F O C U S列表框正在失去输入焦点  
L B N \_ S E L C A N C E L选择被取消  
L B N \_ S E L C H A N G E选择了另一项  
L B N \_ S E T F O C U S列表框获得输入焦点
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[**Window API函数大全(一)**](http://www.cppblog.com/road420/archive/2008/08/28/60229.html)

1. API之网络函数

WNetAddConnection 创建同一个网络资源的永久性连接 WNetAddConnection2 创建同一个网络资源的连接 WNetAddConnection3 创建同一个网络资源的连接 WNetCancelConnection 结束一个网络连接 WNetCancelConnection2 结束一个网络连接 WNetCloseEnum 结束一次枚举操作 WNetConnectionDialog 启动一个标准对话框，以便建立同网络资源的连接 WNetDisconnectDialog 启动一个标准对话框，以便断开同网络资源的连接 WNetEnumResource 枚举网络资源 WNetGetConnection 获取本地或已连接的一个资源的网络名称 WNetGetLastError 获取网络错误的扩展错误信息 WNetGetUniversalName 获取网络中一个文件的远程名称以及/或者UNC（统一命名规范）名称 WNetGetUser 获取一个网络资源用以连接的名字 WNetOpenEnum 启动对网络资源进行枚举的过程

2. API之消息函数

BroadcastSystemMessage 将一条系统消息广播给系统中所有的顶级窗口 GetMessagePos 取得消息队列中上一条消息处理完毕时的鼠标指针屏幕位置 GetMessageTime 取得消息队列中上一条消息处理完毕时的时间 PostMessage 将一条消息投递到指定窗口的消息队列 PostThreadMessage 将一条消息投递给应用程序 RegisterWindowMessage 获取分配给一个字串标识符的消息编号 ReplyMessage 答复一个消息 SendMessage 调用一个窗口的窗口函数，将一条消息发给那个窗口 SendMessageCallback 将一条消息发给窗口 SendMessageTimeout 向窗口发送一条消息 SendNotifyMessage 向窗口发送一条消息

3. API之文件处理函数

CloseHandle 关闭一个内核对象。其中包括文件、文件映射、进程、线程、安全和同步对象等 CompareFileTime 对比两个文件的时间 CopyFile 复制文件 CreateDirectory 创建一个新目录 CreateFile 打开和创建文件、管道、邮槽、通信服务、设备以及控制台 CreateFileMapping 创建一个新的文件映射对象 DeleteFile 删除指定文件 DeviceIoControl 对设备执行指定的操作 DosDateTimeToFileTime 将DOS日期和时间值转换成一个 win32 FILETIME 值 FileTimeToDosDateTime 将一个 win32 FILETIME 值转换成DOS日期和时间值 FileTimeToLocalFileTime 将一个FILETIME结构转换成本地时间 FileTimeToSystemTime 根据一个FILETIME结构的内容，装载一个SYSTEMTIME结构 FindClose 关闭由FindFirstFile函数创建的一个搜索句柄 FindFirstFile 根据文件名查找文件 FindNextFile 根据调用FindFirstFile函数时指定的一个文件名查找下一个文件 FlushFileBuffers 针对指定的文件句柄，刷新内部文件缓冲区 FlushViewOfFile 将写入文件映射缓冲区的所有数据都刷新到磁盘 GetBinaryType 判断文件是否可以执行 GetCompressedFileSize 判断一个压缩文件在磁盘上实际占据的字节数 GetCurrentDirectory 在一个缓冲区中装载当前目录 GetDiskFreeSpace 获取与一个磁盘的组织有关的信息，以及了解剩余空间的容量 GetDiskFreeSpaceEx 获取与一个磁盘的组织以及剩余空间容量有关的信息 GetDriveType 判断一个磁盘驱动器的类型 GetExpandedName 取得一个压缩文件的全名 GetFileAttributes 判断指定文件的属性 GetFileInformationByHandle 这个函数提供了获取文件信息的一种机制 GetFileSize 判断文件长度 GetFileTime 取得指定文件的时间信息 GetFileType 在给出文件句柄的前提下，判断文件类型 GetFileVersionInfo 从支持版本标记的一个模块里获取文件版本信息 GetFileVersionInfoSize 针对包含了版本资源的一个文件，判断容纳文件版本信息需要一个多大的缓冲区 GetFullPathName 获取指定文件的完整路径名 GetLogicalDrives 判断系统中存在哪些逻辑驱动器字母 GetLogicalDriveStrings 获取一个字串，其中包含了当前所有逻辑驱动器的根驱动器路径 GetOverlappedResult 判断一个重叠操作当前的状态 GetPrivateProfileInt 为初始化文件（.ini文件）中指定的条目获取一个整数值 GetPrivateProfileSection 获取指定小节（在.ini文件中）所有项名和值的一个列表 GetPrivateProfileString 为初始化文件中指定的条目取得字串 GetProfileInt 取得win.ini初始化文件中指定条目的一个整数值 GetProfileSection 获取指定小节（在win.ini文件中）所有项名和值的一个列表 GetProfileString 为win.ini初始化文件中指定的条目取得字串 GetShortPathName 获取指定文件的短路径名 GetSystemDirectory 取得Windows系统目录（即System目录）的完整路径名 GetTempFileName 这个函数包含了一个临时文件的名字，它可由应用程序使用 GetTempPath 获取为临时文件指定的路径 GetVolumeInformation 获取与一个磁盘卷有关的信息 GetWindowsDirectory 获取Windows目录的完整路径名 hread 参考lread hwrite 参考lwrite函数 lclose 关闭指定的文件 lcreat 创建一个文件 llseek 设置文件中进行读写的当前位置 LockFile 锁定文件的某一部分，使其不与其他应用程序共享 LockFileEx 与LockFile相似，只是它提供了更多的功能 lopen 以二进制模式打开指定的文件 lread 将文件中的数据读入内存缓冲区 lwrite 将数据从内存缓冲区写入一个文件 LZClose 关闭由LZOpenFile 或 LZInit函数打开的一个文件 LZCopy 复制一个文件 LZInit 这个函数用于初始化内部缓冲区 LZOpenFile 该函数能执行大量不同的文件处理，而且兼容于压缩文件 LZRead 将数据从文件读入内存缓冲区 LZSeek 设置一个文件中进行读写的当前位置 MapViewOfFile 将一个文件映射对象映射到当前应用程序的地址空间 MoveFile 移动文件 OpenFile 这个函数能执行大量不同的文件操作 OpenFileMapping 打开一个现成的文件映射对象 QueryDosDevice 在Windows NT中，DOS设备名会映射成NT系统设备名。该函数可判断当前的设备映射情况 ReadFile 从文件中读出数据 ReadFileEx 与ReadFile相似，只是它只能用于异步读操作，并包含了一个完整的回调 RegCloseKey 关闭系统注册表中的一个项（或键） RegConnectRegistry 访问远程系统的部分注册表 RegCreateKey 在指定的项下创建或打开一个项 RegCreateKeyEx 在指定项下创建新项的更复杂的方式。在Win32环境中建议使用这个函数 RegDeleteKey 删除现有项下方一个指定的子项 RegDeleteValue 删除指定项下方的一个值 RegEnumKey 枚举指定项的子项。在Win32环境中应使用RegEnumKeyEx RegEnumKeyEx 枚举指定项下方的子项 RegEnumValue 枚举指定项的值 RegFlushKey 将对项和它的子项作出的改动实际写入磁盘 RegGetKeySecurity 获取与一个注册表项有关的安全信息 RegLoadKey 从以前用RegSaveKey函数创建的一个文件里装载注册表信息 RegNotifyChangeKeyValue 注册表项或它的任何一个子项发生变化时，用这个函数提供一种通知机制 RegOpenKey 打开一个现有的注册表项 RegOpenKeyEx 打开一个现有的项。在win32下推荐使用这个函数 RegQueryInfoKey 获取与一个项有关的信息 RegQueryValue 取得指定项或子项的默认（未命名）值 RegQueryValueEx 获取一个项的设置值 RegReplaceKey 用一个磁盘文件保存的信息替换注册表信息；并创建一个备份，在其中包含当前注册表信息 RegRestoreKey 从一个磁盘文件恢复注册表信息 RegSaveKey 将一个项以及它的所有子项都保存到一个磁盘文件 RegSetKeySecurity 设置指定项的安全特性 RegSetValue 设置指定项或子项的默认值 RegSetValueEx 设置指定项的值 RegUnLoadKey 卸载指定的项以及它的所有子项 RemoveDirectory 删除指定目录 SearchPath 查找指定文件 SetCurrentDirectory 设置当前目录 SetEndOfFile 针对一个打开的文件，将当前文件位置设为文件末尾 SetFileAttributes 设置文件属性 SetFilePointer 在一个文件中设置当前的读写位置 SetFileTime 设置文件的创建、访问及上次修改时间 SetHandleCount 这个函数不必在win32下使用；即使使用，也不会有任何效果 SetVolumeLabel 设置一个磁盘的卷标（Label） SystemTimeToFileTime 根据一个FILETIME结构的内容，载入一个SYSTEMTIME结构 UnlockFile 解除对一个文件的锁定 UnlockFileEx 解除对一个文件的锁定 UnmapViewOfFile 在当前应用程序的内存地址空间解除对一个文件映射对象的映射 VerFindFile 用这个函数决定一个文件应安装到哪里 VerInstallFile 用这个函数安装一个文件 VerLanguageName 这个函数能根据16位语言代码获取一种语言的名称 VerQueryValue 这个函数用于从版本资源中获取信息 WriteFile 将数据写入一个文件 WriteFileEx 与WriteFile类似，只是它只能用于异步写操作，并包括了一个完整的回调 WritePrivateProfileSection 为一个初始化文件（.ini）中指定的小节设置所有项名和值 WritePrivateProfileString 在初始化文件指定小节内设置一个字串 WriteProfileSection 为Win.ini初始化文件中一个指定的小节设置所有项名和值 WriteProfileString 在Win.ini初始化文件指定小节内设置一个字串

4. API之打印函数 AbortDoc 取消一份文档的打印 AbortPrinter 删除与一台打印机关联在一起的缓冲文件 AddForm 为打印机的表单列表添加一个新表单 AddJob 用于获取一个有效的路径名，以便用它为作业创建一个后台打印文件。它也会为作业分配一个作业编号 AddMonitor 为系统添加一个打印机监视器 AddPort 启动“添加端口”对话框，允许用户在系统可用端口列表中加入一个新端口 AddPrinter 在系统中添加一台新打印机 AddPrinterConnection 连接指定的打印机 AddPrinterDriver 为指定的系统添加一个打印驱动程序 AddPrintProcessor 为指定的系统添加一个打印处理器 AddPrintProvidor 为系统添加一个打印供应商 AdvancedDocumentProperties 启动打印机文档设置对话框 ClosePrinter 关闭一个打开的打印机对象 ConfigurePort 针对指定的端口，启动一个端口配置对话框 ConnectToPrinterDlg 启动连接打印机对话框，用它同访问网络的打印机连接 DeleteForm 从打印机可用表单列表中删除一个表单 DeleteMonitor 删除指定的打印监视器 DeletePort 启动“删除端口”对话框，允许用户从当前系统删除一个端口 DeletePrinter 将指定的打印机标志为从系统中删除 DeletePrinterConnection 删除与指定打印机的连接 DeletePrinterDriver 从系统删除一个打印机驱动程序 DeletePrintProcessor 从指定系统删除一个打印处理器 DeletePrintProvidor 从系统中删除一个打印供应商 DeviceCapabilities 利用这个函数可获得与一个设备的能力有关的信息 DocumentProperties 打印机配置控制函数 EndDocAPI 结束一个成功的打印作业 EndDocPrinter 在后台打印程序的级别指定一个文档的结束 EndPage 用这个函数完成一个页面的打印，并准备设备场景，以便打印下一个页 EndPagePrinter 指定一个页在打印作业中的结尾 EnumForms 枚举一台打印机可用的表单 EnumJobs 枚举打印队列中的作业 EnumMonitors 枚举可用的打印监视器 EnumPorts 枚举一个系统可用的端口 EnumPrinterDrivers 枚举指定系统中已安装的打印机驱动程序 EnumPrinters 枚举系统中安装的打印机 EnumPrintProcessorDatatypes 枚举由一个打印处理器支持的数据类型 EnumPrintProcessors 枚举系统中可用的打印处理器 Escape 设备控制函数 FindClosePrinterChangeNotification 关闭用FindFirstPrinterChangeNotification函数获取的一个打印机通告对象 FindFirstPrinterChangeNotification 创建一个新的改变通告对象，以便我们注意打印机状态的各种变化 FindNextPrinterChangeNotification 用这个函数判断触发一次打印机改变通告信号的原因 FreePrinterNotifyInfo 释放由FindNextPrinterChangeNotification函数分配的一个缓冲区 GetForm 取得与指定表单有关的信息 GetJob 获取与指定作业有关的信息 GetPrinter 取得与指定打印机有关的信息 GetPrinterData 为打印机设置注册表配置信息 GetPrinterDriver 针对指定的打印机，获取与打印机驱动程序有关的信息 GetPrinterDriverDirectory 判断指定系统中包含了打印机驱动程序的目录是什么 GetPrintProcessorDirectory 判断指定系统中包含了打印机处理器驱动程序及文件的目录 OpenPrinter 打开指定的打印机，并获取打印机的句柄 PrinterMessageBox 在拥有指定打印作业的系统上显示一个打印机出错消息框 PrinterProperties 启动打印机属性对话框，以便对打印机进行配置 ReadPrinter 从打印机读入数据 ResetDC 重设一个设备场景 ResetPrinter 改变指定打印机的默认数据类型及文档设置 ScheduleJob 提交一个要打印的作业 SetAbortProc 为Windows指定取消函数的地址 SetForm 为指定的表单设置信息 SetJob 对一个打印作业的状态进行控制 SetPrinter 对一台打印机的状态进行控制 SetPrinterData 设置打印机的注册表配置信息 StartDoc 开始一个打印作业 StartDocPrinter 在后台打印的级别启动一个新文档 StartPage 打印一个新页前要先调用这个函数 StartPagePrinter 在打印作业中指定一个新页的开始 WritePrinter 将发送目录中的数据写入打印机

5. API之文本和字体函数

AddFontResource 在Windows系统中添加一种字体资源 CreateFont 用指定的属性创建一种逻辑字体 CreateFontIndirect 用指定的属性创建一种逻辑字体 CreateScalableFontResource 为一种TureType字体创建一个资源文件，以便能用API函数AddFontResource将其加入Windows系统 DrawText 将文本描绘到指定的矩形中 DrawTextEx 与DrawText相似，只是加入了更多的功能 EnumFontFamilies 列举指定设备可用的字体 EnumFontFamiliesEx 列举指定设备可用的字体 EnumFonts 列举指定设备可用的字体 ExtTextOut 经过扩展的文本描绘函数。也请参考SetTextAlign函数 GetAspectRatioFilterEx 用SetMapperFlags要求Windows只选择与设备当前纵横比相符的光栅字体时，本函数可判断纵横比大小 GetCharABCWidths 判断TureType字体中一个或多个字符的A-B-C大小 GetCharABCWidthsFloat 查询一种字体中一个或多个字符的A-B-C尺寸 GetCharacterPlacement 该函数用于了解如何用一个给定的字符显示一个字串 GetCharWidth 调查字体中一个或多个字符的宽度 GetFontData 接收一种可缩放字体文件的数据 GetFontLanguageInfo 返回目前选入指定设备场景中的字体的信息 GetGlyphOutline 取得TureType字体中构成一个字符的曲线信息 GetKerningPairs 取得指定字体的字距信息 GetOutlineTextMetrics 接收与TureType字体内部特征有关的详细信息 GetRasterizerCaps 了解系统是否有能力支持可缩放的字体 GetTabbedTextExtent 判断一个字串占据的范围，同时考虑制表站扩充的因素 GetTextAlign 接收一个设备场景当前的文本对齐标志 GetTextCharacterExtra 判断额外字符间距的当前值 GetTextCharset 接收当前选入指定设备场景的字体的字符集标识符 GetTextCharsetInfo 获取与当前选定字体的字符集有关的详细信息 GetTextColor 判断当前字体颜色。通常也称为“前景色” GetTextExtentExPoint 判断要填入指定区域的字符数量。也用一个数组装载每个字符的范围信息 GetTextExtentPoint 判断一个字串的大小（范围） GetTextFace 获取一种字体的字样名 GetTextMetrics 获取与选入一种设备场景的物理字体有关的信息 GrayString 描绘一个以灰色显示的字串。通常由Windows用于标识禁止状态 PolyTextOut 描绘一系列字串 RemoveFontResource 从Windows系统中删除一种字体资源 SetMapperFlags Windows对字体进行映射时，可用该函数选择与目标设备的纵横比相符的光栅字体 SetTextAlign 设置文本对齐方式，并指定在文本输出过程中使用设备场景的当前位置 SetTextCharacterExtra 描绘文本的时候，指定要在字符间插入的额外间距 SetTextColor 设置当前文本颜色。这种颜色也称为“前景色” SetTextJustification 通过指定一个文本行应占据的额外空间，可用这个函数对文本进行两端对齐处理 TabbedTextOut 支持制表站的一个文本描绘函数 TextOut 文本绘图函数

6. API之菜单函数

AppendMenu 在指定的菜单里添加一个菜单项 CheckMenuItem 复选或撤消复选指定的菜单条目 CheckMenuRadioItem 指定一个菜单条目被复选成“单选”项目 CreateMenu 创建新菜单 CreatePopupMenu 创建一个空的弹出式菜单 DeleteMenu 删除指定的菜单条目 DestroyMenu 删除指定的菜单 DrawMenuBar 为指定的窗口重画菜单 EnableMenuItem 允许或禁止指定的菜单条目 GetMenu 取得窗口中一个菜单的句柄 GetMenuCheckMarkDimensions 返回一个菜单复选符的大小 GetMenuContextHelpId 取得一个菜单的帮助场景ID GetMenuDefaultItem 判断菜单中的哪个条目是默认条目 GetMenuItemCount 返回菜单中条目（菜单项）的数量 GetMenuItemID 返回位于菜单中指定位置处的条目的菜单ID GetMenuItemInfo 取得（接收）与一个菜单条目有关的特定信息 GetMenuItemRect 在一个矩形中装载指定菜单条目的屏幕坐标信息 GetMenuState 取得与指定菜单条目状态有关的信息 GetMenuString 取得指定菜单条目的字串 GetSubMenu 取得一个弹出式菜单的句柄，它位于菜单中指定的位置 GetSystemMenu 取得指定窗口的系统菜单的句柄 HiliteMenuItem 控制顶级菜单条目的加亮显示状态 InsertMenu 在菜单的指定位置处插入一个菜单条目，并根据需要将其他条目向下移动 InsertMenuItem 插入一个新菜单条目 IsMenu 判断指定的句柄是否为一个菜单的句柄 LoadMenu 从指定的模块或应用程序实例中载入一个菜单 LoadMenuIndirect 载入一个菜单 MenuItemFromPoint 判断哪个菜单条目包含了屏幕上一个指定的点 ModifyMenu 改变菜单条目 RemoveMenu 删除指定的菜单条目 SetMenu 设置窗口菜单 SetMenuContextHelpId 设置一个菜单的帮助场景ID SetMenuDefaultItem 将一个菜单条目设为默认条目 SetMenuItemBitmaps 设置一幅特定位图，令其在指定的菜单条目中使用，代替标准的复选符号（√） SetMenuItemInfo 为一个菜单条目设置指定的信息 TrackPopupMenu 在屏幕的任意地方显示一个弹出式菜单 TrackPopupMenuEx 与TrackPopupMenu相似，只是它提供了额外的功能
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[**windows消息说明**](http://www.cppblog.com/road420/archive/2008/07/22/56879.html)

**WM\_PAINT = $000F;  
要求一个窗口重画自己  
WM\_CLOSE = $0010;  
当一个窗口或应用程序要关闭时发送一个信号  
WM\_QUERYENDSESSION = $0011;  
当用户选择结束对话框或程序自己调用ExitWindows函数  
WM\_QUIT = $0012;  
用来结束程序运行或当程序调用postquitmessage函数  
WM\_QUERYOPEN = $0013;  
当用户窗口恢复以前的大小位置时，把此消息发送给某个图标  
WM\_ERASEBKGND = $0014;  
当窗口背景必须被擦除时（例在窗口改变大小时）  
WM\_SYSCOLORCHANGE = $0015;  
当系统颜色改变时，发送此消息给所有顶级窗口  
WM\_ENDSESSION = $0016;  
当系统进程发出WM\_QUERYENDSESSION消息后，此消息发送给应用程序，  
通知它对话是否结束  
WM\_SYSTEMERROR = $0017;  
WM\_SHOWWINDOW = $0018;  
当隐藏或显示窗口是发送此消息给这个窗口  
WM\_ACTIVATEAPP = $001C;  
发此消息给应用程序哪个窗口是激活的，哪个是非激活的；  
WM\_FONTCHANGE = $001D;  
当系统的字体资源库变化时发送此消息给所有顶级窗口  
WM\_TIMECHANGE = $001E;  
当系统的时间变化时发送此消息给所有顶级窗口  
WM\_CANCELMODE = $001F;  
发送此消息来取消某种正在进行的摸态（操作）  
WM\_SETCURSOR = $0020;  
如果鼠标引起光标在某个窗口中移动且鼠标输入没有被捕获时，就发消息给某个窗口  
WM\_MOUSEACTIVATE = $0021;  
当光标在某个非激活的窗口中而用户正按着鼠标的某个键发送此消息给当前窗口  
WM\_CHILDACTIVATE = $0022;  
发送此消息给MDI子窗口当用户点击此窗口的标题栏，或当窗口被激活，移动，改变大小**  
**WM\_QUEUESYNC = $0023;  
此消息由基于计算机的训练程序发送，通过WH\_JOURNALPALYBACK的hook程序  
分离出用户输入消息  
WM\_GETMINMAXINFO = $0024;  
此消息发送给窗口当它将要改变大小或位置；  
WM\_PAINTICON = $0026;  
发送给最小化窗口当它图标将要被重画  
WM\_ICONERASEBKGND = $0027;  
此消息发送给某个最小化窗口，仅当它在画图标前它的背景必须被重画  
WM\_NEXTDLGCTL = $0028;  
发送此消息给一个对话框程序去更改焦点位置  
WM\_SPOOLERSTATUS = $002A;  
每当打印管理列队增加或减少一条作业时发出此消息  
WM\_DRAWITEM = $002B;  
当button，combobox，listbox，menu的可视外观改变时发送  
此消息给这些空件的所有者**  
**WM\_MEASUREITEM = $002C;  
当button, combo box, list box, list view control, or menu item 被创建时  
发送此消息给控件的所有者  
WM\_DELETEITEM = $002D;  
当the list box 或 combo box 被销毁 或 当 某些项被删除通过LB\_DELETESTRING, LB\_RESETCONTENT, CB\_DELETESTRING, or CB\_RESETCONTENT 消息  
WM\_VKEYTOITEM = $002E;  
此消息有一个LBS\_WANTKEYBOARDINPUT风格的发出给它的所有者来响应WM\_KEYDOWN消息  
WM\_CHARTOITEM = $002F;  
此消息由一个LBS\_WANTKEYBOARDINPUT风格的列表框发送给他的所有者来响应WM\_CHAR消息**
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[**MFC共享DLL模块状态的切换AFX\_MODULE\_STATE**](http://www.cppblog.com/road420/archive/2008/07/22/56877.html)

在DLL中使用资源（一）  
  
yuwei - 转载 （2004-12-10 14:02:00）  .Net控件开发 ActiveX/COM开发 CLX/VCL开发 Java组件开发 VC/MFC 控件使用经验谈 DHtml/Script 控件开发基础 数据库 编程规范 单元测试 可重用软件技术理论 其 它  
   
   
   
     
  
在DLL中使用资源（一）  
现在最常看见的关于DLL的问题就是如何在DLL中使用对话框，这是一个很普遍的关于如何在DLL中使用资源的问题。这里我们从Win32 DLL和MFC DLL两个方面来分析并解决这个问题。  
  
1．Win32 DLL  
在Win32 DLL中使用对话框很简单，你只需要在你的DLL中添加对话框资源，而且可以在对话框上面设置你所需要的控件。然后使用DialogBox或者CreateDialog这两个函数（或相同作用的其它函数）来创建对话框，并定义你自己的对话框回调函数处理对话框收到的消息。下面通过一个具体实例来学习如何在Win32 DLL中使用对话框，可以按照以下步骤来完成这个例子：  
  
  
1）在VC菜单中File->New新建一个命名为UseDlg的Win32 Dynamic-Link Library工程，下一步选择A simple DLL project。  
  
  
2）在VC菜单中Insert->Resource添加一个ID为IDD\_DLG\_SHOW的Dialog资源，将此Dialog上的Cancel按钮去掉，仅保留OK按钮。再添加一个ID为IDD\_ABOUTBOX的对话框，其Caption为About。保存此资源，将资源文件命名为UseDlg.rc。并将resource.h和UseDlg.rc加入到工程里面。  
  
  
3）在UseDlg.app中包含resource.h，并添加如下代码：  
  
  
HINSTANCE hinst = NULL;  
  
HWND hwndDLG = NULL;  
  
  
BOOL CALLBACK DlgProc(HWND hDlg, UINT message,  
  
WPARAM wParam, LPARAM lParam);  
  
BOOL CALLBACK AboutProc(HWND hDlg, UINT message,  
  
WPARAM wParam, LPARAM lParam);  
  
extern "C" \_\_declspec(dllexport) void ShowDlg();  
  
  
BOOL APIENTRY DllMain( HANDLE hModule,  
  
DWORD ul\_reason\_for\_call,  
  
LPVOID lpReserved  
  
)  
  
{  
  
switch(ul\_reason\_for\_call)  
  
{  
  
case DLL\_PROCESS\_ATTACH:  
  
hinst = (HINSTANCE)hModule;  
  
case DLL\_PROCESS\_DETACH:  
  
break;  
  
}  
  
return TRUE;  
  
}  
  
  
extern "C" \_\_declspec(dllexport) void ShowDlg()  
  
{  
  
hwndDLG = CreateDialog(hinst,MAKEINTRESOURCE(IDD\_DLG\_SHOW),  
  
NULL,(DLGPROC)DlgProc);  
  
ShowWindow(hwndDLG, SW\_SHOW);  
  
}  
  
  
BOOL CALLBACK DlgProc(HWND hDlg, UINT message,  
  
WPARAM wParam, LPARAM lParam)  
  
{  
  
switch(message)  
  
{  
  
case WM\_INITDIALOG:  
  
return TRUE;  
  
  
case WM\_COMMAND:  
  
if(LOWORD(wParam)==IDOK)  
  
DialogBox(hinst,MAKEINTRESOURCE(IDD\_ABOUTBOX),  
  
hDlg,(DLGPROC)AboutProc);  
  
return TRUE;  
  
case WM\_CLOSE:  
  
DestroyWindow(hDlg);  
  
hwndDLG = NULL;  
  
return TRUE;  
  
}  
  
return FALSE;  
  
}  
  
  
BOOL CALLBACK AboutProc(HWND hDlg, UINT message,  
  
WPARAM wParam, LPARAM lParam)  
  
{  
  
switch(message)  
  
{  
  
case WM\_CLOSE:  
  
EndDialog(hDlg,NULL);  
  
hwndDLG = NULL;  
  
return TRUE;  
  
}  
  
return FALSE;  
  
}  
  
  
4）编译生成UseDlg.dll和UseDlg.lib。  
  
  
接下来我们建立调用此DLL的应用程序，其步骤如下：  
  
  
  
1）在VC菜单中File->New新建一个命名为Use的MFC AppWizard(exe)工程，下一步选择Dialog Based之后点击Finish按钮。  
  
  
2）在主对话框上面添加一个按钮，之后双击此按钮，会弹出Add Member Function的对话框，直接点击OK进入void CUseDlg::OnButton1()函数。并在此函数内添加一个函数调用：ShowDlg();。  
  
  
3）紧跟在#include语句后面加上如下代码：  
  
  
extern "C" \_\_declspec(dllexport) void ShowDlg();  
  
#pragma comment(lib,"debug/UseDlg")  
  
  
4）将上面UseDlg工程中生成的UseDlg.dll和UseDlg.lib两个文件复制到Use工程的Debug目录内。  
  
  
5）编译生成Use.exe。  
  
  
运行Use.exe，点击Button1按钮，可以看到一个名称为Dialog的非模态对话框弹出。点击上面的按钮，可以弹出模态对话框About。运行成功。  
  
  
让我们来回顾一下在Win32 DLL中使用对话框的过程。  
  
  
在DLL中，我们定义了两个对话框资源：IDD\_DLG\_SHOW和IDD\_ABOUTBOX，并且导出了函数ShowDlg。在函数ShowDlg之中使用CreateDialog函数创建了非模态对话框IDD\_DLG\_SHOW，并指定了该对话框的回调函数DlgProc。在DlgProc之中处理了WM\_INITDIALOG、WM\_COMMAND和WM\_CLOSE消息，以响应用户对对话框所做的动作。在处理按钮动作的时候，使用DialogBox函数创建IDD\_ABOUTBOX这个模态对话框，指定其回调函数为AboutProc，并且在AboutProc中处理其相应消息。  
  
  
在EXE中，我们使用隐式链接的方法来调用DLL，并使用DLL中导出的ShowDlg函数来调用DLL中的对话框。  
  
  
在Win32 DLL中使用对话框就是这么简单，下面让我们来看一下在MFC DLL中如何使用对话框。  
  
2．MFC DLL  
在MFC DLL中使用对话框不像Win32 DLL中那么简单，主要是因为MFC程序中存在一个模块状态（Module State）的问题，也就是资源重复的问题。（此处的术语模块是指一个可执行程序，或指其操作不依赖于应用程序的其余部分但使用MFC运行库的共享副本的一个DLL（或一组DLL）。我们所创建的MFC DLL就是这种模块的一个典型实例。）  
  
  
在每个模块（EXE或DLL）中，都存在一种全局的状态数据，MFC依靠这种全局的状态数据来区分不同的模块，以执行正确的操作。这种数据包括：Windows实例句柄（用于加载资源），指向应用程序当前的CWinApp和CWinThread对象的指针，OLE模块引用计数，以及维护Windows对象句柄与相应的MFC对象实例之间连接的各种映射等。但当应用程序使用多个模块时，每个模块的状态数据不是应用程序范围的。相反，每个模块具有自已的MFC状态数据的私有副本。这种全局的状态数据就叫做MFC模块状态。  
  
  
模块的状态数据包含在结构中，并且总是可以通过指向该结构的指针使用。当代码在执行时进入了某一个模块时，只有此模块的状态为“当前”或“有效”状态时，MFC才能正确的区分此模块并执行正确的操作。  
  
  
例如，MFC应用程序可以使用下面代码从资源文件中加载字符串：  
  
  
CString str;  
  
str.LoadString(IDS\_MYSTRING);  
  
  
使用这种代码非常方便，但它掩盖了这样一个事实：即此程序中IDS\_MYSTRING可能不是唯一的标识符。一个程序可以加载多个DLL，某些DLL可能也用IDS\_MYSTRING标识符定义了一个资源。MFC怎样知道应该加载哪个资源呢？MFC使用当前模块状态查找资源句柄。如果当前模块不是我们要使用的正确模块，那么就会产生不正确的调用或者错误。  
  
  
  
按照MFC库的链接方法，一个MFC DLL有两种使用MFC库的方法：静态链接到MFC的DLL和动态链接到MFC的DLL。下面我们就按照这两种类型的MFC DLL来介绍如何切换当前模块状态以正确的在MFC DLL中使用资源。  
  
1、静态链接到MFC的DLL  
  
静态链接到MFC的规则DLL与MFC库静态链接，则此时MFC库不能共享，所以MFC总是使用它所链接的DLL的模块状态。这样也就不存在管理模块状态的问题。但使用这种方法的缺点是DLL程序将会变大，而且会在程序中留下重复代码。下面给出的例子验证了这一点。本例可以按照以下步骤来完成：  
  
  
1）在VC菜单中File->New新建一个命名为DLLStatic的MFC AppWizard的工程，下一步选择Regular DLL with MFC statically linked。  
  
  
2）在工程中添加一个对话框资源，其ID为：IDD\_ABOUTBOX。并在resource.h之中将IDD\_ABOUTBOX 的数值改为100。  
  
  
3）在DLLStatic.cpp中定义如下函数：  
  
  
void ShowDlg()  
  
{  
  
CDialog dlg(IDD\_ABOUTBOX);  
  
dlg.DoModal();  
  
}  
  
  
4）在DLLStatic.def文件中的EXPORTS语句中添加一行：ShowDlg，以导出ShowDlg函数。  
  
  
5）编译生成DLLStatic.dll和DLLStatic.lib。  
  
  
继续使用上一节中的Use工程，将前面生成的DLLStatic.dll和DLLStatic.lib两个文件复制到工程的Debug目录内，并将  
  
  
extern "C" \_\_declspec(dllexport) void ShowDlg();  
  
#pragma comment(lib,"debug/UseDlg")  
  
  
这两行改为：  
  
  
void ShowDlg();  
  
#pragma comment(lib,"debug/DLLStatic")  
  
  
编译并运行Use.exe。点击按钮，可以看到DLLStatic中的模态对话框弹出。  
  
  
本例中，可以注意到DLL中所定义的About对话框资源与EXE中所定义的About对话框资源ID完全相同，但是当我们点击Use.exe上面的按钮时，弹出的是DLL中的模态对话框。说明，当使用静态链接到MFC的规则DLL时，不存在管理模块状态的问题。  
  
   
2、动态链接到MFC的DLL  
  
在讨论关于动态链接到MFC的DLL的模块状态问题之前，先来看一个例子。本例可以通过如下步骤来完成：  
  
  
  
1）在VC菜单中File->New新建一个命名为DLLShared的MFC AppWizard的工程，下一步选择Regular DLL using shared MFC DLL。  
  
  
  
2）在工程中添加一个对话框资源，其ID为：IDD\_ABOUTBOX。并在resource.h之中将IDD\_ABOUTBOX 的数值改为100。  
  
  
  
3）在DLLShared.cpp中定义如下函数：  
  
  
  
void ShowDlg()  
  
{  
  
CDialog dlg(IDD\_ABOUTBOX);  
  
dlg.DoModal();  
  
}  
  
  
  
4）在DLLShared.def文件中的EXPORTS语句中添加一行：ShowDlg，以导出ShowDlg函数。  
  
  
  
5）编译生成DLLShared.dll和DLLShared.lib。  
  
  
  
继续使用上面的Use工程，将前面生成的DLLShared.dll和DLLShared.lib两个文件复制到工程的Debug目录内，并将  
  
  
  
extern "C" \_\_declspec(dllexport) void ShowDlg();  
  
#pragma comment(lib,"debug/DLLStatic")  
  
  
  
这两行改为：  
  
  
  
void ShowDlg();  
  
#pragma comment(lib,"debug/DLLShared")  
  
  
  
编译并运行Use.exe。点击按钮，这次你看到了什么？对，没错，这次弹出的是Use.exe的关于对话框。将上述例子的DLL类型换成MFC Extension DLL(using shared MFC DLL)也会出现相同的问题。  
  
  
  
为什么会出现上面的问题？这是因为在使用了MFC共享库的时候，默认情况下，MFC使用主应用程序的资源句柄来加载资源模板。虽然我们调用的是DLL中的函数来显示DLL中的对话框，并且对应的对话框模板是存储在DLL中的，但MFC仍旧在主应用程序也就是Use.exe中寻找相应的对话框模板。由于在DLL中所定义的对话框资源ID与主应用程序中所定义的关于对话框的资源ID相同，所以MFC就把主应用程序中的关于对话框显示了出来。如果二者不同，则MFC就认为DLL中所定义的对话框资源不存在，dlg.DoModal会返回0，也就是什么都不会显示。  
  
  
  
那么如何解决上述问题呢？解决办法就是在适当的时候进行模块状态切换，以保证具有当前状态的模块是我们所需要的模块从而使用正确的资源。MFC提供了下列函数和宏来完成这些工作：  
  
  
  
AfxGetStaticModuleState：这是一个函数，其函数原型为：  
  
  
  
AFX\_MODULE\_STATE\* AFXAPI AfxGetStaticModuleState( );  
  
  
  
此函数在堆栈上构造AFX\_MODULE\_STATE类的实例pModuleState并对其赋值后将其返回。在AFX\_MODULE\_STATE类的构造函数中，该类获取指向当前模块状态的指针并将其存储在成员变量中，然后将pModuleState设置为新的有效模块状态。在它的析构函数中，该类将存储在其成员变量中的指针还原为存贮的前一个模块状态。  
  
  
  
AFX\_MANAGE\_STATE：这是一个宏，其原型为：  
  
  
  
AFX\_MANAGE\_STATE( AFX\_MODULE\_STATE\* pModuleState )  
  
  
  
该宏用于将pModuleState（指向包含模块全局数据也就是模块状态的AFX\_MODULE\_STATE结构的指针）设置为当前的即时作用空间中（the remainder of the immediate containing scope）的有效模块状态。在离开包含该宏的作用空间时，前一个有效的模块状态自动还原。  
  
  
  
AfxGetResourceHandle：这个函数的原型为：  
  
  
  
HINSTANCE AfxGetResourceHandle( );  
  
  
  
该函数返回了一个保存了HINSTANCE类型的、应用程序默认所加载资源的模块的句柄。  
  
  
  
AfxSetResourceHandle：这个函数的原型为：  
  
  
  
void AfxSetResourceHandle( HINSTANCE hInstResource );  
  
  
  
该函数将hInstResource所代表的模块设置为具有当前状态的模块。  
  
  
  
通过使用上述四个函数或宏就可以正确的在动态链接到MFC的DLL中切换模块状态。接下来我们将通过修改上面出现问题的那个例子来介绍如何使用上述四个函数或宏。先来看看Regular DLL using shared MFC DLL类型：  
  
  
  
在上述例子的第三步的ShowDlg函数的第一条语句前加上如下语句（要确保该语句在函数实现的第一行）：  
  
  
  
AFX\_MANAGE\_STATE(AfxGetStaticModuleState());  
  
  
  
之后重新编译生成DLLShared.dll和DLLShared.lib，并将这两个文件重新拷贝到Use工程的Debug目录内。这次编译生成Use.exe并运行，点击按钮，可以看到弹出的时我们在DLL中所加入的那个对话框，而不再是Use.exe的关于对话框了。  
  
  
  
通过上面的讲解，相信你已经知道该语句的作用了。在函数ShowDlg的第一行加上这么一句后，每次调用DLL的应用程序使用该函数的时候，MFC库都会自动切换当前模块状态，这样就保证了资源读取的正确性。  
  
  
  
AFX\_MANAGE\_STATE(AfxGetStaticModuleState());是自动切换当前模块状态，也可以通过使用AfxGetResourceHandle和AfxSetResourceHandle来手动切换当前模块状态。具体使用方法如下：  
  
  
  
在上述例子的第三步的ShowDlg函数的第一条语句前加上如下语句（要确保该语句在函数实现的第一行）：  
  
  
  
HINSTANCE save\_hInstance = AfxGetResourceHandle();  
  
AfxSetResourceHandle(theApp.m\_hInstance);  
  
  
  
在调用对话框成功之后，也就是dlg.DoModal();之后，添加：  
  
  
  
AfxSetResourceHandle(save\_hInstance);  
  
  
  
这种方法在进入ShowDlg函数之后，通过AfxGetResourceHandle来获得并保存当前状态模块的句柄。然后获得DLL模块的句柄theApp.m\_hInstance（当然，也可以使用GetModuleHandle函数来获得DLL模块的句柄），并使用AfxSetResourceHandle函数来将其设置为当前状态状态。最后在调用对话框成功之后再用恢复AfxSetResourceHandle资源句柄，将当前模块状态恢复。  
  
  
  
这样做有些麻烦，但是有一点好处是可以在完成使用资源的任务之后就可以立即恢复资源句柄。而AFX\_MANAGE\_STATE(AfxGetStaticModuleState());的方法只能等函数的作用空间结束之后才恢复资源句柄。由于可执行文件必须重画工具条等原因，因此建议只要有可能就必须恢复资源句柄，否则可能会遇到许多问题。比如说，如果用户移动DLL的对话框，而此时资源句柄仍然为DLL的资源，那么程序就会崩溃。最好的恢复句柄的时机在对话框响应WM\_INITDIALOG消息的时候，因为这时对话框的模板等已经读出了。  
  
  
对于MFC Extension DLL(using shared MFC DLL)类型的MFC DLL，切换当前模块状态的方法与Regular DLL using shared MFC DLL类型的MFC DLL所使用的方法很相似，这里不再举例实现。二者不同的地方如下：  
  
  
  
在MFC扩展DLL中使用AFX\_MANAGE\_STATE(AfxGetStaticModuleState());时，会产生如下错误：  
  
  
  
mfcs42d.lib(dllmodul.obj) : error LNK2005: \_\_pRawDllMain already defined in dllextend.obj  
  
mfcs42d.lib(dllmodul.obj) : error LNK2005: \_DllMain@12 already defined in dllextend.obj  
  
mfcs42d.lib(dllmodul.obj) : error LNK2005: \_\_pRawDllMain already defined in dllextend.obj  
  
  
  
因此在MFC扩展DLL中需要将AFX\_MANAGE\_STATE(AfxGetStaticModuleState());换成AFX\_MANAGE\_STATE(AfxGetAppModuleState());才能正确切换当前模块状态。  
  
  
  
在MFC扩展DLL中使用AfxGetResourceHandle和AfxSetResourceHandle的方法与在Regular DLL using shared MFC DLL类型的MFC DLL中所使用的方法相同。并且，DLL模块的句柄可以通过MFC提供的DlgextentDLL这个结构的hModule成员来获得。即使用AfxSetResourceHandle(DlgextentDLL.hModule);语句。  
  
  
  
当然，对于动态链接到MFC的DLL，也可以在调用该DLL的MFC应用程序中使用AfxGetResourceHandle和AfxSetResourceHandle两个函数来切换当前状态模块。该DLL模块的句柄可以用GetModuleHandle函数来获得。在此不再赘述。
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[**让对话框对UPDATE\_COMMAND\_UI生效**](http://www.cppblog.com/road420/archive/2008/07/17/56413.html)

 问题：一般情况下我们用UPDATE\_COMMAND\_UI来修改菜单的状态(enable/disable, check/uncheck, change text)，但这个方法在一个基于对话框上的菜单却没有效果。  
void CTestDlg::OnUpdateFileExit(CCmdUI\* pCmdUI)  
{  
     pCmdUI->Enable(FALSE);  
     pCmdUI->SetCheck(TRUE);  
     pCmdUI->SetRadio(TRUE);  
     pCmdUI->SetText("Close");  
//以上方法在MDI、SDI程序中都能起作用，在对话框中却没有效果,根本没有调用这个函数。  
}  
   
原因分析：当显示一个下拉的菜单的时候，在显示菜单前会发送WM\_INITMENUPOPUP消息。而CFrameWnd::OnInitMenuPopup函数会刷新这个菜单项，同时如果有UPDATE\_COMMAND\_UI响应函数，则调用它。通过它来更新反应每个菜单的外观效果(enabled/disabled, checked/unchecked).  
在一个基于对话框的程序中，因为没有OnInitMenuPopup函数，所以不会调用UPDATE\_COMMAND\_UI响应函数，而是使用了CWnd类的默认处理, 这种处理没有调用UPDATE\_COMMAND\_UI响应函数。

解决方法如下：  
第一步：  
在对话框类的.cpp文件，添加一个ON\_WM\_INITMENUPOPUP入口到消息映射里面  
BEGIN\_MESSAGE\_MAP(CTestDlg, CDialog)  
//}}AFX\_MSG\_MAP  
ON\_WM\_INITMENUPOPUP()  
END\_MESSAGE\_MAP()  
第二步：  
在对话框类的.h文件添加消息函数声明。  
// Generated message map functions  
//{{AFX\_MSG(CDisableDlgMenuDlg)  
afx\_msg void OnInitMenuPopup(CMenu \*pPopupMenu, UINT nIndex,BOOL bSysMenu);  
//}}AFX\_MSG  
DECLARE\_MESSAGE\_MAP()  
第三步：  
在对话框类的.cpp文件添加如下函数代码(大部分代码取自WinFrm.cpp文件的函数CFrameWnd::OnInitMenuPopup):  
void C\*\*\*\*\*\*Dlg::OnInitMenuPopup(CMenu \*pPopupMenu, UINT nIndex,BOOL bSysMenu)  
{  
     ASSERT(pPopupMenu != NULL);  
    // Check the enabled state of various menu items.

    CCmdUI state;  
    state.m\_pMenu = pPopupMenu;  
    ASSERT(state.m\_pOther == NULL);  
    ASSERT(state.m\_pParentMenu == NULL);

    // Determine if menu is popup in top-level menu and set m\_pOther to  
    // it if so (m\_pParentMenu == NULL indicates that it is secondary popup).  
    HMENU hParentMenu;  
    if (AfxGetThreadState()->m\_hTrackingMenu == pPopupMenu->m\_hMenu)  
         state.m\_pParentMenu = pPopupMenu;??? // Parent == child for tracking popup.  
   else if ((hParentMenu = ::GetMenu(m\_hWnd)) != NULL)  
   {  
       CWnd\* pParent = this;  
       // Child windows don't have menus--need to go to the top!  
       if (pParent != NULL &&  
(hParentMenu = ::GetMenu(pParent->m\_hWnd)) != NULL)  
      {  
           int nIndexMax = ::GetMenuItemCount(hParentMenu);  
          for (int nIndex = 0; nIndex < nIndexMax; nIndex++)  
         {  
             if (::GetSubMenu(hParentMenu, nIndex) == pPopupMenu->m\_hMenu)  
             {  
                // When popup is found, m\_pParentMenu is containing menu.  
                state.m\_pParentMenu = CMenu::FromHandle(hParentMenu);  
                break;  
             }  
         }  
    }  
}

  state.m\_nIndexMax = pPopupMenu->GetMenuItemCount();  
  for (state.m\_nIndex = 0; state.m\_nIndex < state.m\_nIndexMax;  
  state.m\_nIndex++)  
  {  
      state.m\_nID = pPopupMenu->GetMenuItemID(state.m\_nIndex);  
      if (state.m\_nID == 0)  
          continue; // Menu separator or invalid cmd - ignore it.

      ASSERT(state.m\_pOther == NULL);  
      ASSERT(state.m\_pMenu != NULL);  
      if (state.m\_nID == (UINT)-1)  
      {  
          // Possibly a popup menu, route to first item of that popup.  
          state.m\_pSubMenu = pPopupMenu->GetSubMenu(state.m\_nIndex);  
          if (state.m\_pSubMenu == NULL ||  
 (state.m\_nID = state.m\_pSubMenu->GetMenuItemID(0)) == 0 ||  
state.m\_nID == (UINT)-1)  
       {  
              continue;    // First item of popup can't be routed to.  
       }  
       state.DoUpdate(this, TRUE);?? // Popups are never auto disabled.  
      }  
      else  
     {  
          // Normal menu item.  
          // Auto enable/disable if frame window has m\_bAutoMenuEnable  
          // set and command is \_not\_ a system command.  
         state.m\_pSubMenu = NULL;  
         state.DoUpdate(this, FALSE);  
      }

      // Adjust for menu deletions and additions.  
      UINT nCount = pPopupMenu->GetMenuItemCount();  
      if (nCount < state.m\_nIndexMax)  
        {  
                   state.m\_nIndex -= (state.m\_nIndexMax - nCount);  
                   while (state.m\_nIndex < nCount &&  
                  pPopupMenu->GetMenuItemID(state.m\_nIndex) == state.m\_nID)  
           {  
            state.m\_nIndex++;  
            }  
       }  
        state.m\_nIndexMax = nCount;  
   }  
}